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The purpose of this master’s thesis is to determine whether it is possible to utilize non-conven-

tional sensory systems for power line inspection during times that more conventional methods 

are severely restricted. To achieve this, we will utilize lidar-generated point clouds in conjunction 

with measurement data from inertial measurement units to create a geo-referenced set of point 

clouds to generate a map of the point-of-interest area. This will be achieved by conjoining raw 

lidar-data from a lidar sensor and using the data provided from the inertial measurement unit to 

merge millions of points into a one cohesive map. We will use Robot Operating System to achieve 

the evaluation, fusion and integration of the different streams of data. We will also use Google 

Cartographer to aid us in the SLAM-mapping of the different sensory data sources. Once a SLAM-

mapped point cloud is generated, we can evaluate the accuracy of the data and the possibilities 

of the generated data to be used as a maintenance tool to assist in detecting and solving various 

problems that many electrical companies in rural Finland face during their daily business. Such 

problems are snapped power lines or excess object blocking the power lines. We will want to 

determine if a system like this could be used when it is impossible for cameras or the naked eye 

of a human to detect this kind of faults, for example during the night or during a storm. 
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1. Introduction 

 

Modern people have grown increasingly dependent on electricity. The flow of our daily 

lives is greatly impacted by the functioning of various electrical systems more than ever 

before in our history: our homes are covered with a myriad of different electrical devices 

that we have grown to take for granted. In addition, amidst the increasing trend of work-

from-home-mentality, our livelihood and ability to work can be a great detriment if the 

access to electricity is severely limited. The climate of this electricity-dependent lifestyle 

has set increasingly demanding requirements to electricity provider companies that pro-

vide us the power for our growing electrical needs. The increasingly digitalized popula-

tion requires reliable upkeep of power to properly function. 

  Power outages can be a significant setback for electricity providers that operate in 

harsh and sparsely populated rural areas and potentially cost millions in reparation costs. 

Customer satisfaction is a highly valued asset in the competitive energy industry, so it is 

critical to efficiently manage the fault-tolerance of the power line infrastructure, and in 

case of a failure, quickly determine the specific location of the problem and take swift 

reparative action. Damage assessment is also important so that the duration of the power 

outage can be minimized and that the expected power outage duration can be properly 

informed to the affected and inconvenienced customer base. As a countermeasure to fail-

ure situations, electrical companies utilize manned aerial reconnaissance to tackle the 

possible large-scale power outage events that usually are triggered by excessively stormy 

or snowy weather. Rough weather can cause unexpectedly large amount of damage to the 

power line infrastructure. Most common failure events are usually snapped power lines, 

trees that have fallen on power lines or medium-to large-sized tree branches that the storm 

has hurled on delicate instruments, like high-voltage transformers. A problem arises with 

the fact that manned aerial surveillance can only be done during suitable weather. As the 

aerial reconnaissance is based on visual detection, the capability for a human eye to detect 

problem areas can be severely restricted by a multitude of environmental factors: fog, 

dense rain, snow or darkness are all limiting factors for humans to effectively detect po-

tential faulty areas, even with the aid of advanced camera technology. Therefore, interest 

to find a cost-effective solution has risen among multiple energy provider companies to 

provide a solution that could both be operated independently and detect and evaluate the 

affected environment without weather-factoring limitations through accurate three-di-

mensional representations of the environment. 

 One potential candidate to solve this problem is a Light Detection and Ranging 

(LiDAR) sensor in combination with 3D-environment mapping algorithms. A LiDAR 

sensor sends channels of lasers in an arc and receives laser bounces, which contain point 
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position and distance data. The lidar can generate a three-dimensional point-cloud from 

the collected data points to build a 3D-representation of the observed area [Murphy 2004]. 

These attributes make lidar a suitable mapping alternative for environments in which vis-

ibility is severely restricted. A lidar can also be attached and operated with a UAV-drone 

attached with a suitable single-board computer that handles the sensory output data col-

lection [Khan 2017]. A drone enables unmanned surveillance missions, that can be oper-

ated within a short response-time, can be partly or completely automated, and provide 

enough operating range to effectively scout wide problem areas [UAVS 2010]. This 

would also decrease or completely nullify the need for expensive and laborious manned 

aerial surveillance missions.  

 Recently, small-scale technology has taken major advancements forward that have 

enabled alternative sensing platforms that provide cost-effective and high-resolution data 

to be more widely used in 3D-data capture and environment surveying. Lidar-attached 

drones have already been operational in answering this specific problem, provided by 

companies that focus on lidar and drone technology [Hepta 2021]. Usually, this kind of 

service is based on automated flight paths and lidar-data collection that is observed by a 

lidar-operator/observer in real time. By continuously observing the data stream sent by 

the drone, the operator can determine by the point-cloud data whether the powerlines 

under observation are damaged or not. By automating this process with 3D-model detec-

tion methods, the solution grows increasingly scalable by eliminating the need for a drone 

operator. 

The purpose of this thesis is to determine whether it would be possible to use cost-

effective lidar sensors to generate and combine lidar-generated point clouds into a one, 

coherent map representation during the flight, and possibly use the generated map to 

achieve AI-based object detection. To achieve this, we need to know the exact position 

of our lidar sensor to effectively merge point clouds that are being generated during flight. 

An Inertial Measurement Unit (IMU) will be used to achieve this. The IMU provides us 

with acceleration, roll, pitch and yaw data of the drone [Murphy 2004]. The lidar and 

IMU data can be merged by using Simultaneous Localization and Mapping (SLAM) al-

gorithms [Qian et al. 2017, Droeschel and Behnke 2018, Tang et al. 2015].  

  Using the SLAM-mapped point clouds, we can study their density, cohesiveness, 

odometry accuracy, spatial correctness, metric representation and overall potential for 

automated object detection. We can also evaluate the computational requirements of the 

process and assess the possible hardware requirements. These parameters are important, 

because our goal is to provide a virtual, three-dimensional representation of the world as 

accurately as possible. The accuracy is necessary for knowing which kind of sensory sys-

tems are needed to achieve accurate-enough representations of objects that are narrow, 

small, thin, or otherwise hard to detect using lidar-sensory systems (e.g., power lines) 
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[Qian et al. 2017]. The study can reveal the requirements and the generated output use-

fulness of the system. If the system shows promise and shows credibility as a proof-of-

concept-project, we can evaluate the possible next steps to continue developing a fully 

operational, production-grade product.  

 Chapter 2 will mainly handle the required sensory technology and the theory behind 

their operation. Chapter 3 introduces and explains the theory and practical applications of 

simultaneous localization and mapping. Chapter 4 deals with the integration between our 

sensory hardware, and localization and mapping software. Chapter 5 will be dedicated to 

the evaluation of the research findings. Finally, chapter 6 presents the research conclu-

sions. 
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2. Sensory technology 

In order to get accurate representations of the world, we must use suitable sensory tech-

nology to suit our needs. There are many options available, which are narrowed down by 

the specific use case and restrictions of the environment to be recorded. When we want 

to achieve range sensing, there is generally two technologies to choose from: triangula-

tion and time-of-flight. These two main technological categories have underlying varia-

tions, each with their own strengths and weaknesses, some of which will be shortly pre-

sented next.  

 Triangulation uses two sensors that operate as the two segments of a triangle, with 

the detected point being the third [Konolige and Nüchter 2016]. The strength of a sensor 

like this is the added accuracy it provides. By having two sensors that are separated by a 

baseline of length, we can achieve precise depth perception of the detected area that can 

be beneficial when high accuracy of the detected surface is needed. One good example of 

a sensor such as this is a stereo camera that consists of two separate cameras with slightly 

different viewpoints. These cameras use texture matching to determine corresponding 

points that are used in generating a 3D-depth image. The underlying weakness is the usual 

lack of texture that can be used to make reliable matches. In our case, visibility is also a 

critical factor: we must be able to get accurate sensory data regardless of possible visibil-

ity restrictions described above. Stereo cameras rely on good visibility for texture match-

ing. Due to these limitations, especially when considering the rather small area-of -inter-

est that narrow power lines draw, a suitable sensor had to be found elsewhere. 

 Time-of-flight (ToF)-sensors are called LIDARs (light detection and ranging). The 

general principle of operation behind time-of-flight measurement is the same as radar, but 

instead of radio waves, we use light: by measuring the two-way time between transmis-

sion of a pulse and detection of the signal that is reflected from the surface of the measured 

object, we can measure the depth of surrounding objects within the measured environ-

ment. Due to light traveling at about 0.3 meters per nanosecond, direct ToF-measurement 

requires very precise timers. The advantage of ToF is its theoretical ability to have con-

stant depth measurement regardless of how far the measured object is. But unlike trian-

gulation sensors such as stereo cameras, ToF sensors cannot achieve the same close-range 

precision [Konolige and Nüchter 2016]. Our use case requires a safe distance between the 

sensor and measured area, so we do not need to worry about this disadvantage. Another 

significant advantage of a lidar laser sensor is the capability of providing data regardless 

of visibility restrictions [Murphy 2004]. ToF operation and theory will be further ex-

plained in Section 2.1.1. 

 In order to accurately combine multiple iterations of sensory data, inertial data of 

the used sensor is required to use. When mounting a sensor on a mobile platform such as 

hand-held device or a UAV, it’s absolute position and the orientation of the sensor must 
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be determined to gather useable data and keep track of the sensory device position in 

relation to the environment for accurate merging of multiple point cloud iterations during 

environment mapping [Murphy 2004]. To give positional reference of the sensor, inertial 

measurement unit is used to provide the roll, pitch, yaw and acceleration of the sensor to 

provide the method for translating sensor data into static points. This information is es-

sential for accurate projection of the collected data. Inertial navigation will be further 

explained in Section 2.2. 

2.1. LiDAR 

A lidar device functions by sending pulses of light to measure distances of objects and 

surfaces. A lidar usually functions with a high density, providing data with high density 

and high accuracy [Murphy 2004]. These factors depend on the model of lidar we choose 

to operate with. Lidars vary by their number of light channels emitted, their rotational 

speed, and their range. Single channel lidars are usually used like line cameras: to provide 

a simple 2D-presentation of an object or environment. Multiple channels provide denser 

3D- point clouds with the channel number being as high as 128 channels. Lidar technol-

ogy is widely deployed on many different navigation and mapping systems due to its 

accuracy and ease of integration [Venugopal and Suresh 2013]. The range of most lidars 

is typically between 10-100 meters with accuracy of 5-10 millimetres. Lidars vary in size 

but are usually compact, being able to be easily mounted on vehicles. 

2.1.1. Operation 

As stated above, the method of ranging using light is called direct time of flight, which 

uses lasers and a chronometer to measure the travel time of the laser. According to 

Konolige and Nüchter (2016), by receiving the bounce of the laser, we can use the fol-

lowing equation to measure the travelled distance: 

 

                                   2d = ct      (1) 

 

Where d represents the distance of the object surface that reflects the laser, c represents 

the speed of light, and t the time of flight. 

 

                              

        Figure 1: time of flight-operation 
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With this method, we get an accurate distance between the sensor and the measured sur-

face. As shown in Figure 1, in its simplest form, ToF sensors use a single beam to send 

and receive a reflection from the environment. Thus, the resulting measurement is only 

obtained from a single point. In order to generate denser surface reading, the data is sup-

plied as a vector containing distance values from multiple points. This is achieved by 

sweeping the beam across the scene. Rather than moving the laser itself, the sweeping 

motion is achieved by using rotating mirrors. Receiving multiple scanning beams causes 

an error probability: as the scan repetition rises, ambiguity about which pulse is received 

rises as well. This is called ambiguity interval, which can be calculated as 

 

                            1/2c𝛿t      (2) 

 

Where 𝛿t is the time between pulses. Error correction is done by the laser pulse intensity 

to adjust to the conditions and circumstances of the environment. The returned pulse is 

measured in relation to the coordinate system fixed to the scanner, not earth. With multi-

beamed measurement, the sensor uses ambiguity interval to reduce the uncertainty with 

mixing multiple bouncing beams with each other [Konolige and Nüchter 2016]. More 

advanced lidars use multiple, up to hundreds of channels per sensor. Rotating lidar-sen-

sors sweep an area to get a denser representation of the world in correlation with the 

number of channels emitting laser pulses that bounce back from the environment. The 

number of channels also increase the amount of data generated. 

2.1.2. Point Clouds 

The ability to digitally represent the world with computer graphics has undergone vast 

improvement during the last decades, especially in the field of surface recognition. In 

essence, surface recognition is the process of reconstructing a 3D object from a collection 

of discrete points that represents the objects shape [Berger 2017]. With proper sensory 

systems, surface recognition can give us a dense and accurate 3D-representation of the 

surveyed area. Using a lidar-sensor, the received laser bounces are constructed as a set of 

points as a point cloud. Each point has x, y and z-coordinates, and usually contains other 

supporting information, such as a timestamp and distance with colorization. Point cloud 

visualization can be achieved with appropriate software, which enables the visual estima-

tion and further manipulation. Point clouds can be stored into many different formats, we 

use Point Cloud Library standard format (.pcl) since it is open-source and supported by 

software provided by the sensory equipment manufacturers.  

 Point clouds have seen use in various fields, from solving problems relating auton-

omous vehicles, to ground surface surveying in the building industry. In relation to the 

advancement of our sensory systems, point clouds can grow large: powerful computer 

hardware is necessary to both handle the initial collection of point cloud data and the 
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analysing of said data. With each rotation of a LiDAR sensor generating an individual 

point cloud consisting of up to 15,000 points, combined iterations of point clouds into a 

coherent map can grow very large in size and computationally laborious to analyse.  

 If the used scanner is unable to autonomously generate accurate models on its own 

from the gathered data, external algorithms must be used to combine the data into a useful 

form. Some sophisticated scanners provide complete solutions for the end-user for ana-

lytic purposes with integrated inertial sensory systems and computational capability, 

while others only provide raw data output that must be further processed to generate an 

accurate model. In this study we will be using a scanner that represents the latter group; 

Velodyne VLP-16 LiDAR. The operation of this sensor will be further explained in the 

next chapter. 

 

 

 

              Figure 2: A point cloud representation of a power line transformer using VLP-16 lidar 

 

With the point cloud density being the driving factor while evaluating the plausibility of 

our proposed solution, some further elaboration is needed on the topic. In order to differ-

entiate a power line from the vast amount of 3D points generated by lidar sensors the 

generated points need to be close enough to each other to be considered as a cohesive 

line. When considering power lines, it is beneficial that we can generally assume that no 

excess clutter is expected around the lines during normal operation. If something unex-

pected is detected near the power line, it could usually be assumed as a fault. Finnish 
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power lines have a standardized safety distance between active power lines and the sur-

rounding environment, such as growing foliage in forested areas. The distance grows 

larger as the voltage rises, starting from a couple of meters and being up to ten meters 

around power lines carrying more than 100 kilovolts. This makes the detection of power 

lines plausible from a large point cloud where small details can be lost due to density 

limits, since they can be easily observed and stand out from other points of data, as seen 

in Figure 2. In other words, in order to automatically detect faults around a power line, 

we must first find a way to classify a power line as such and find its position from all the 

gathered data. Questions about point cloud density arise when answering this problem: 

the generated point clouds must be dense enough in order to find, recognize and classify 

unique objects from. Higher density of objects reduces the probability of objects being 

labelled as noise. In our case, a single line is a very simple object. Therefore, this classi-

fication process condenses to the process of finding straight lines that have no excess 

clutter around them. This thesis does not delve deeper into point cloud object classifica-

tion or automatic fault detection but tries to validate the sensors and data gathering meth-

ods that strives to this goal. Research done by Awrangjeb et al. [2018] suggest that both 

point cloud density and lack of noise play a critical role for accurate power line detection 

and classification. In our case, the generated point cloud density increases as more indi-

vidual sets of 3D points (in other words, point clouds) are fused together to form a larger, 

cohesive map consisting of multiple sensor rotations, as each rotation generates an indi-

vidual point cloud representation of the environment. In other words, accuracy increases 

as more rotations are gathered and fused together from a power line segment.  

 

2.1.3. Velodyne VLP-16 LiDAR 

Velodyne VLP-16 is a LiDAR-sensor released and manufactured by Velodyne Inc. [Velo-

dyne 2021], a United States of America based company that evolved to its current form 

from the DARPA Grand Challenge of 2005. Velodyne has been acclaimed to be the lead-

ing developer in lidar technologies, manufacturing its real-time lidar scanners used in a 

variety of commercial applications. Interest towards the sensor in the surveying and map-

ping industry has been high due to the sensors small size, relatively low power require-

ments and competitive cost efficiency. The sensor was initially manufactured as a cost-

effective collision detection sensor for autonomous vehicles [Glennie et al. 2016] and has 

since also seen use in 3D mobile and aerial mapping and security. As of 2021, the VLP-

16 model costs approximately 4,000$. For comparison, Velodyne HDL-32E, consisting 

of 32 channels instead of 16 and with a mean precision of +-2cm instead of +-3cm, costs 

around 30,000$. Lastly, the most high-end Velodyne lidar Velodyne HDL-64E, having 

64 laser channels and +-2cm mean precision, sets the customer back with about 75,000$. 
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           Figure 3: Velodyne VLP-16 lidar sensor 

 

From its release, VLP-16 has seen extensive use in laser-based sensory research. The 

emitted laser is classified as class 1, which means it is completely eye safe. These attrib-

utes make the sensor a solid choice for our detection tool: VLP-16 rotates with a full 360-

degree horizontal scan and a 30-degree vertical FOV (-15° to +15° with 2° increments) 

with depth precision at approximately 2 centimeters. VLP-16 consists of 16 laser emit-

ter/detector pairs (also called channels) operating at 905 nm wavelength. Thousands of 

laser pulses are shot and received from each laser channel in a sequential manner. From 

the gathered depth measurements, it is possible to generate a 3D point cloud in real-time 

[Krishnaswamy 2016]. The 16 laser channels operate by horizontally sweeping an area 

and gathering a series of ToF result from the observed area. As stated above, vertical 

increments between each sweep of laser channels are 2°. Due to beam divergence, this  

vertical angle increases exponentially as the measurement distance increases. In other 

words, as measurement distance increases, the further away from each other every laser 

channel sweep will appear. This relates to one of the central research questions of this 

thesis: how much of an effect this increasing distance between laser channel sweeps has 

on the density of the generated point cloud when measuring from a distance expected for 

a drone? An example of a laser sweep with every laser channel of VLP-16 is presented in 

Figure5.   

Figure 4: An Example laser scan using VLP-16 lidar [Krishnaswamy 2016] 
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In addition to distance measurement, VLP-16 provides reflectivity of a surface with 256-

bit resolution. Dual return-mode enables two separate measurements of a reflection from 

the transmitted laser beam (strongest and last measurement). Measurement data also con-

sists of the elevation and azimuth angles of the measured data and timestamps based either 

on the devices own internal clock or to an externally attached GPS device that VLP-16 

supports via integration to its interface box that also houses power and ethernet connec-

tions between the device and user computer. VLP-16 also provides a handy web-based 

user interface from which device calibration can be managed. Values like rotation fre-

quency, FOV, output ports etc. can be changed from the user interface. 

According to Glennie et al. [2016], the scanner calculates the x, y and z-coordinates 

in the scanners own coordinate system as: 

 

               𝑟𝑠

[
 
 
 
 
 
 
 
(𝑠𝑖 ∗ 𝑅𝑖 + 𝐷𝑜

𝑖 ) ∗ cos(𝛿𝑖) ∗ [sin(휀) ∗ cos(𝛽𝑖) − cos(휀) ∗ sin(𝛽𝑖)]

−𝐻𝑜
𝑖 ∗ [cos(휀) ∗ cos(𝛽𝑖) + sin(휀) ∗ sin(𝛽𝑖)]

(𝑠𝑖 ∗ 𝑅𝑖 + 𝐷𝑜
𝑖 ) ∗ cos (𝛿𝑖) ∗ [cos(휀) ∗ cos(𝛽𝑖) + sin(휀) ∗ sin(𝛽𝑖)]

+𝐻𝑜
𝑖 ∗ [sin(휀) ∗ cos(𝛽𝑖) − cos(휀) ∗ sin(𝛽𝑖)]

(𝑠𝑖 ∗ 𝑅𝑖 + 𝐷𝑜
𝑖 ) ∗ sin(𝛿𝑖) + 𝑉𝑜

𝑖 ]
 
 
 
 
 
 
 

         (2) 

 

where: 𝑠𝑖 is the distance scale factor for laser i; 𝐷𝑜
𝑖  is the distance offset for laser i; 𝛿𝑖 is 

the vertical rotation correction for laser i; 𝛽𝑖 is the horizontal rotation correction for laser 

i; 𝐻𝑜
𝑖  is the horizontal offset from scanner frame origin for laser i; 𝑉𝑜

𝑖 is the vertical offset 

from scanner frame origin for laser i; 𝑅𝑖 is the raw distance measurement from laser i;  

is the encoder angle measurement. The first six parameters are interior instrument specific 

calibration values (interior calibration) and are supplied by the manufacturer in an xml 

document delivered with each scanner. The final two values (𝑅𝑖 and ) are the observa-

tions returned by the scanner assembly for each individual laser [Glennie et al. 2016, 

Glennie and Lichti 2010]. 

 The VLP-16 sends distance measurements through an Ethernet port as User Data-

gram Protocol (UDP) packets. Each data packet is 1248 bytes long and contains a 42-

byte header and a 1206-byte payload. The device sends two kinds of data packets: Data 

Packets and Position Packets [Krishnaswamy 2016]. Since we are not going to utilize an 

external GPS, only data packets will be used. Explained by Krishnaswamy [2016], the 

1206-byte payload includes 12 separate data blocks, a 4-byte timestamp and a 2-byte fac-

tory field. Every data block is made of 100 bytes and includes: 

 two-byte start identifier (Flag xFFEE), 

  two-byte azimuth value (Azimuth N, the laser beams horizontal firing angle) 
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 32 x 3-byte data points (data from Channel N) from two firing sequences for 

each of the 16 laser channels. Each data point consists of two bytes of data rep-

resenting the object distance, and one byte of data representing the calibrated re-

flectivity. 

The laser channel elevation angles are fixed and unique to each channel, so the laser ID 

is used to determine the correct angle for each block. The azimuth values are reported 

once per data block, and the intermediate values that are missing are obtainable with the 

use of interpolation. For straight-forward data packet acquisition, VLP-16 is relatively 

easy to setup for basic use with default settings. Basic VLP-16 operation setup is illus-

trated in Figure 5. 

 

 

              Figure 5: Velodyne VLP-16 operation setup 

2.2. Inertial navigation 

Orientational and positional data is needed to correctly establish the position of the scan-

ner in the real world. As the scanner traverses through space, the coordinate system is 

under constant change. In order to fix raw data from the scanner into a correct relation 

with the world, it needs to be attached to a fixed coordinate system generated by data 

fusion with inertial data. To fuse subsequent iterations of data from a moving object, 

object position and orientation in relation to a known starting point can be used to match 

incoming data iterations over time with each other. Without inertial data from the vehicle 

a sensor is attached to, it is difficult to determine the exact position of observed landmarks 

represented as 3D points [Deilamsalehy and Havens 2016]. 

Inertial navigation is a technique in which measurements from a combination of 

sensors are used to track the relative position of an object to a chosen starting point. An 

Inertial Navigation System (INS) uses accelerometers, gyroscopes and magnetometers to 

determine the orientation and velocity of a moving vehicle. By processing these signals 

it is possible to track the position and orientation of a device moving in a three-dimen-

sional space [Woodman 2007]. An INS can detect a change in its geographic position 
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(moving from east to west, for example), a change of its orientation (rotation in an axis), 

or a change in its velocity (speed, direction of movement). This is achieved by measuring 

the angular velocity and linear acceleration applied to the system. Inertial navigation is 

most commonly used in ships navigating at sea or in the air where the ships position and 

orientation can be hard to estimate, and more recently in much more compact and smaller 

vehicles with the rise of Microelectromechanical Systems (MEMS) [Grewal et al. 2006, 

Chatfield 1997]. 

2.2.1. Inertial measurement unit 

To successfully determine the travelled distance and the orientation of our device in rela-

tion to our gathered data, an inertial measurement unit (IMU) will be used. An IMU is a 

combination of inertial navigation sensors that generate accurate data representing the 

orientation and position of a device, estimating relative acceleration, velocity and device 

position. According to Dudek and Jenkin [2016], here are two categories of IMUs: gim-

baled systems and strap-down systems. Gimbaled IMU’s are mounted within complex 

gimball structures that function as a stable platform from which accurate measurements 

can be gathered from. The gimball needs to be aligned with the initial frame of reference 

during start-up. A gyroscope is used to achieve this. Dudek and Jenkin explain that “the 

orientation of the gimbaled platform relative to the vehicle is used to map measurements 

taken within the IMU to the reference frame of the vehicle”. On the other hand, strap 

down IMUs are, hence the name, strapped down and rigidly connected to the vehicle, thus 

eliminating the need for the same transformation method that the gimball approach uses. 

Nevertheless, both categories require integrating the motion relative to the initial frame, 

which requires integrating information from the IMU sensors. This is computationally 

more laborious to achieve, which explain why the gimball method was prominent prior 

to the 1970’s whenever inertial measurements were done. Compared to today, these com-

putational requirements are insignificant, so strap down IMU’s are much more common 

[Dudek and Jenkin 2016]. 

 

 

      Figure 6: acceleration, angular rotation and magnetic force 
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Research advancements in robotics have given rise to IMUs as vital sensors in solving 

the navigational challenges of unmanned, autonomous devices. Thus, the usage if IMUs 

in robotics have reduced their relative size to better fit in smaller and more technologically 

advanced autonomous devices. Furthermore, decreasing prices among manufacturers 

have prompted IMUs to be more available for both commercial and non-commercial use 

and opened the possibility for cost-effectively solving more specific use-cases. IMUs vary 

with their features from offering simple inertial data to full six degrees of freedom (6-

DOF) that contains the orientation and position of a vehicle (x, y, z & roll, pitch, yaw). 

These kind of IMUs are called Attitude and Heading Reference Systems (AHRS). 

The IMU consists of three different sensors: an accelerometer, a gyroscope and a 

magnetometer, as illustrated in Figure 6. The accelerometer provides a measure of accel-

eration that is used to estimate the vehicles travelled distance. Accelerometers can be 

either mechanic or piezoelectric. A mechanic accelerometer uses a mass-spring system 

where the movement of the spring gives a reading in proportion to the displaced mass. 

The spring and mass are situated in a vacuum. The forces affecting the system are in 

parallel with the spring axis, and thus, can be measured. Piezoelectric accelerometers are 

based on the use of certain crystals which generate a voltage when under stress. A small 

mass is positioned next to the crystal that, upon under force, acts upon the crystal that 

induces a measurable voltage. Accelerometers are sensitive to external forces acting upon 

them, including gravity [Dudek and Jenkin 2016]. Capacitive sensing can also be used, 

that follows the same principles as a mechanical spring accelerometer, but instead of 

measuring mass displacement, a capacitance is measured [Andrejašic 2008]. 

 The gyroscope provides values on the roll, pitch and yaw of the vehicle. According 

to Dudek and Jenkin [2016], “gyroscopes and gyrocompasses rely on the principle of 

conservation of angular momentum, which is the tendency of a rotating object to keep 

rotating at the same angular speed about the same axis of rotation in the absence of exter-

nal torque”. Same as the accelerometer, the gyroscope uses mass displacement measure-

ment with an output signal that is proportional to the mass movement perpendicular to its 

axis of oscillation. With movement and rotation, the mass inside the gyroscope experi-

ences force that is greater when the mass is further away from the centre of rotation. When 

we compare the signal readout from the sides of oscillating movement, we can determine 

the rate of turn of the device. Dudek and Jenkin [2016] further elaborate that an individual 

gyroscope only measure rotation about a single axis. Therefore, in order to measure 3D 

rotations, it is common to combine multiple gyroscopes together with orthogonal axes of 

sensitivity.  

The magnetometer assists the gyroscope with determining the heading of the de-

vice. A magnetometer is a device that measures magnetic field or magnetic dipole mo-

ment. The earth’s magnetic field resembles that of a simple bar magnet. This magnetic 
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dipole has its field lines originating at a point near the south pole and terminating at a 

point near the north pole, which are referred as the magnetic poles. The strength and di-

rection of these field lines vary across the earth’s surface. The direction and strength of 

the earth’s magnetic field can be represented by three axis values. These values can be 

used to determine compass headings in reference to the magnetic poles. The AHRS sys-

tem uses sensory fusion to merge measurements from these three sensors to provide iner-

tial data.  

 

 

      Figure 7: AHRS-system overview [Dudek and Jenkin 2016] 

 

The IMU used in this research is an Xsens MTI-630 AHRS-system, seen in Figure 8. The 

frequency of data gathered is 200 hertz, which is an advantage during sensory fusion since 

its vital to get as accurate reading as possible that best represents the time a reading from 

another sensor have been received. Thus, there are multiple measurements gathered from 

each lidar scanline window, which can be used to provide a more reliable prediction of 

the attitude and position of the device [Karam et al. 2019]. IMU measurement has its 

challenges: some sensor components, especially the gyroscope, are subject to some error 

margin and can have a detrimental effect to the navigational output [Woodman 2007, 

Dissanayake et al. 2001]. Slight errors in acceleration data can have a gathering effect in 

relation to the gravitational acceleration that has a direct impact on the sensory fusion 

output. To combat this accumulating drift, IMU manufacturers have implemented com-

putational margin-of-error-algorithms that try to combat the always-present, although 

small, rate of error. [Des Bouvrie 2011] 
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      Figure 8: An Xsens Mti-630 AHRS Inertial Measurement Unit 

2.2.2. Position and pose estimation 

As stated above, when using a device moving through three-dimensional space, methods 

of gathering and representing the position and orientation of the device must be used. 

Correct position and pose estimation are essential for point cloud merging. Orientation 

and position can be determined by using sensory fusion methods with the raw IMU data: 

with the gathered data, we can appropriately determine the position and orientation of our 

device through inertial navigation where we compute the position and orientation of the 

measured object in relation to a known starting point. The position of an object can be 

represented with the use of “coordinate reference frames”: A coordinate reference frame 

i consists of an origin and three vectors, x, y and z, that are all fixed within a particular 

body. With these measurements we can express the relation between two different coor-

dinate frames. This relation between frames i and j can be denoted by the 3 × 1 vector: 

( 𝑝𝑖
𝑥𝑗
, 𝑝𝑖

𝑦𝑗
, 𝑝𝑖

𝑧𝑗
), which represent the coordinates x, y and z [Waldron and Schmiedeler 

2016]. In navigation, this vector is represented as coordinate frame with latitude, longi-

tude and altitude. In order to track the position of the device we will project the signal 

received from the IMU’s accelerometer into the initial frame of reference. We can derive 

these three position parameters by double integrating the acceleration data [Waldron and 

Schmiedeler 2016]. The tracked acceleration signal 𝑎𝑏 with t as time is: 

 

 𝑎𝑏(𝑡) = (𝑎𝑏𝑥(𝑡), 𝑎𝑏𝑦(𝑡), 𝑎𝑏𝑧(𝑡))
𝑇    (3) 

which is projected to the frame of reference: 

               𝑎𝑔(𝑡) = 𝐶(𝑡) 𝑎𝑏(𝑡)     (4) 

Gravity acts as a constant force to the accelerometer. For velocity obtainment we sub-

tract the force of gravity affecting the accelerometer and integrate the remaining veloc-

ity: 

          𝑣𝑔(𝑡) = 𝑣𝑔(0) + ∫ 𝑎𝑔(𝑡) − 𝑔𝑔𝑑𝑡
𝑡

0
    (5) 
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Where 𝑣𝑔(0) is the initial velocity if the device during the initial frame gathering, and 

𝑔𝑔 is the subtracted velocity due to gravity. To obtain the displacement between the two 

frames of reference, we use the obtained velocity and integrate again: 

        𝑠𝑔(𝑡) = 𝑠𝑔(0) + ∫ 𝑣𝑔(𝑡)𝑑𝑡
𝑡

0
     (6) 

where 𝒔𝒈(𝟎) is the initial displacement of the device in the initial reference frame. 

As the new samples are constantly arriving from the accelerometer, we will use an inte-

gration scheme to weave the new readings in and update the values [Dudek and Jenkin 

2016]: 

   

                                     𝑣𝑔(𝑡 + 𝛿𝑡) = 𝑣𝑔(𝑡) + 𝛿𝑡 · (𝑎𝑔(𝑡 + 𝛿𝑡) − 𝑔𝑔)   (7) 

 

                                 𝑠𝑔(𝑡 + 𝛿𝑡) = 𝑠𝑔(𝑡) + 𝛿𝑡 · 𝑣𝑔(𝑡 + 𝛿𝑡).    (8) 

 

The pose estimation of the device can be derived from three attitude parameters: roll, 

pitch, and yaw. These parameters can be determined by integrating angular velocity with 

time between the initial frame of reference and new measurement frames [Waldron and 

Schmiedeler 2016]. The 3D orientation output format can be determined for Xsens MTI-

630 to be either Euler angles, quaternions or as a rotation matrix. For our usage we will 

be representing the pose estimation algorithm as a direction-cosine-based system. The 

measurement body will be compared to, in a same sense as the position estimation, to the 

initial frame of reference gathered at the beginning of measurement. The body frame ref-

erence is represented as a 3 × 3 rotation matrix 𝐶(𝑡). With the tracked angular rate signal 

𝜔𝑠 = (𝜔𝑥
𝑠, 𝜔𝑦

𝑠 , 𝜔𝑧
𝑠) gathered from gyroscope readings, we can accumulate the change of 

orientation: 

                  𝐶
.

= 𝑙𝑖𝑚
𝛿𝑡→0

𝐶(𝑡+𝛿) −𝐶(𝑡)

𝛿𝑡
.     (9) 

 

Here 𝐶(𝑡 + 𝛿𝑡) can be written as a product of two matrices 

 

                 𝐶(𝑡 + 𝛿𝑡) = 𝐶(𝑡)𝐴(𝑡)     (10) 

 

With 𝐴(𝑡) being the rotation matrix that relates the time t and 𝑡 + 𝛿𝑡 in the sensor meas-

urement frame. When the device experiences small rotation changes between high-fre-

quency measurement, we can approximate the small angle changes 

 

                    𝐴(𝑡) = 𝐼 + 𝛿𝜓      (11) 
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with rotation matrix 𝛿𝜓 representing the small changes of rotation during measurement. 

In the limit this matrix is equivalent to 

 

                 𝑙𝑖𝑚
𝛿𝑡→0

𝛿𝜓

𝛿𝑡
= 𝛺(𝑡)      (12) 

 

with 𝛺(𝑡) representing the skew symmetric form of the angular rate vector 𝜔𝑠. Thus, the 

change in orientation yields 

                     𝐶
.

= 𝐶(𝑡)𝛺(𝑡)      (13) 

 

Last, we integrate both parts of the equation 

 

                                      𝐶(𝑡) = 𝐶(0) · 𝑒𝑥𝑝(∫ 𝛺(𝜏)𝑑𝜏)
𝑡

0
    (14) 

 

with 𝐶(0) being the orientation of the device in the initial frame of reference [Woodman 

2007, Diaz et al. 2015]. The Xsens IMU uses calibration models to filter and smooth out 

the measurements, since the sensors are prone to error and can cause inaccurate position 

and orientation estimations the further the measurements continue and cause position and 

pose orientation estimation drifting. 
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3. Simultaneous localization and mapping 

As previously described, the main goal of this system is to generate a high-resolution 

representation of an area of interest environment for analysis. In our case, the primary 

areas-of-interest are the power lines and the surrounding area since one of the goals is to 

analyse, in addition to the power lines themselves, the area around the power lines for 

occurrence of excess foliage and disrupting objects. To generate a high-resolution envi-

ronment map with an autonomous device we use the simultaneous localization and map-

ping process. Simultaneous localization and mapping (SLAM) is a process where a de-

vice builds a map of its surroundings and simultaneously uses the generated map to de-

termine its location. SLAM is used and often required by systems that, by either implicitly 

or explicitly, require a globally consistent map. Applications like structural inspection in 

the construction and environment surveying fields have successfully implemented SLAM 

where a globally consistent 3D reconstruction is a requirement for successful operation 

[Cadena et al. 2016].  

The SLAM-problem has existed within the realm of robotics for decades and is 

generally regarded as one of the most important problems in the pursuit of building truly 

autonomous mobile robots [Thrun 2007]. While our approach does not try to benefit from 

completely autonomous pathfinding due to the use of drone path-planning, SLAM-map-

ping provides the necessary theory and tools to generate an accurate visualization from a 

laser-based sensory device attached to a vehicle that’s position and orientation are under 

constant rapid change. The SLAM-problem asks if it would be possible to place a device 

into an unknown environment and with the use of appropriate sensory technology, gen-

erate a coherent map of said environment and use it to determine the location of the device 

while it traverses the environment.  

There are mainly two reasons why a map is needed: first, to support other tasks 

related to SLAM, a map is often required. The generated map provides an intuitive map 

for a possible human operator of the vehicle if the system is not completely automated. 

In the case of automated vehicle movement, a map is required to inform path planning 

and reduce the error committed in estimating the state of the vehicle [Cadena et al. 2016]. 

If a map is not used, drift in vehicle and landmark position estimations would quickly 

start growing due to dead reckoning. In recent years major advancements have been made 

in solving the SLAM-problem, and as a theoretical problem, a solution has been formed 

in several different forms [Durrant-Whyte and Bailey 2006]. SLAM-algorithms have 

been successfully used in various use cases, such as indoor-and outdoor robotics and air-

borne systems. However, a more general solution has yet to be discovered as usage of the 

process revolves around specific use-cases and have great variation depending on the ap-

plication SLAM is used for. This can be seen by the rise of three different algorithmic 

paradigms that have been utilized in answering the problem.  
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Recent advancements of computational power in small single-board computers 

have enabled the practical use of SLAM-algorithms in simple low-cost robotics: compu-

tational complexity, data acquisition and environment representation have all been key 

research targets that are all demanding processes for small computers. As research has 

enabled new ways to make SLAM more accurate and powerful, this correlates into new, 

more demanding power requirements to run SLAM on a moving device while maintain-

ing compact size and reasonable price per unit. With these advancements we can answer 

the need for raw computational power to efficiently manage big data flow and algorithmic 

sub-processes.  

3.1. Preliminaries 

When handling the SLAM-problem, it is beneficial to establish some preliminaries first. 

SLAM is formally best described in probabilistic terminology [Thrun 2007]. According 

to Durrant-Whyte and Bailey [2006], while a SLAM-mapping device traverses through 

an environment and gathers data of surrounding landmarks, the following quantities are 

defined, represented in Figure 9:  

 𝑥𝑘 – location and orientation of the vehicle represented as a state vector, 

 𝑢𝑘 – a control vector to drive the vehicle to a state 𝑥𝑘 at time 𝑘, applied at time 

𝑘 − 1, 

 𝑚𝑖 – a vector that describes a landmark found at 𝑖th location whose true location 

is assumed time invariant, 

 𝑧𝑖𝑘 – an observation of a location of the 𝑖th landmark at time 𝑘, and 

 𝑧𝑘 - multiple landmark observations at any one time or when a specific landmark 

is not relevant. 
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     Figure 9: The SLAM-problem [Hess et al. 2016]   

 

With these known preliminaries we can define the following sets that describe the history 

of vehicle locations, control inputs and landmark observations 

 𝑋0:𝑘 = {𝑥0, 𝑥1, … , 𝑥𝑘} =   {𝑋0:𝑘−1, 𝑋𝑘}: history of vehicle locations 

 𝑈0:𝑘 = {𝑢1, 𝑢2, … , 𝑢𝑘} =   {𝑈0:𝑘−1, 𝑈𝑘}: history of control inputs 

 𝑍0:𝑘 = {𝑧1, 𝑧2, … , 𝑧𝑘} =   {𝑍0:𝑘−1, 𝑍𝑘}: set of all landmark observations 

 𝑚 = {𝑚1,𝑚2, . . . , 𝑚𝑘}: set of all landmarks 

To answer the SLAM-problem we will calculate a probability distribution to describe 

the concerted posterior density of the landmark locations and vehicle state for all times k. 

This includes all landmark observations and control inputs given to the vehicle up until 

and during k from the initial starting state of the vehicle. The probability distribution can 

be described as  

                      𝑃(𝑥𝑘, 𝑚|𝑍0:𝑘 , 𝑈0:𝑘, 𝑥0).     (15) 

 

To efficiently address the SLAM-problem, a recursive solution is generally considered as 

the default approach. When we start with an estimate for the probability distribution 

 

           𝑃(𝑥𝑘−1, 𝑚|𝑍0:𝑘−1, 𝑈0:𝑘−1)     (16) 

   

at time k – 1, the joint posterior is computed using Bayes theorem after receiving control 

inputs and landmark observations while the vehicle advances forward in space. Bayes’ 
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theorem describes the probability of an event when prior knowledge of conditions that 

are known that are or might be related to the event [Swinburne 2004]. To utilize the 

Bayes’ theorem with this computation we will use an observation model and a motion 

model for the computation process: the observation model 

 

                         𝑃(𝑧𝑘|𝑥𝑘, 𝑚)     (17) 

 

describes the probability of seeing when we know the locations of prior vehicle and land-

mark observations gathered before k. The motion model 

 

                  𝑃(𝑥𝑘|𝑥𝑘−1, 𝑢𝑘)     (18) 

 

describes the probability distribution on vehicle state transitions. Here the transition is 

assumed as dependent only on the preceding vehicle state and applied control input and 

does not take the known observations or the generated map into account in the model.  

With these preliminaries we can implement the two forms of recursive prediction that are 

calculated in sequential order as a two-step process. These forms are the time-update 

form: 

                             𝑃(𝑥𝑘 , 𝑚|𝑍0:𝑘−1, 𝑈0:𝑘, 𝑥0) = 

 ∫ 𝑃(𝑥𝑘|𝑥𝑘−1, 𝑢𝑘)𝑃(𝑥𝑘−1, 𝑚|𝑍0:𝑘−1, 𝑈0:𝑘, 𝑥0)𝑑𝑥𝑘−1, 

 

and the measurement update form: 

 

                            𝑃(𝑥𝑘 , 𝑚|𝑍0:𝑘, 𝑈0:𝑘, 𝑥0) =  
𝑃(𝑍𝑘|𝑋𝑘,𝑚)𝑃(𝑥𝑘,𝑚|𝑍0:𝑘−1,𝑈0:𝑘,𝑥0)

𝑃(𝑧𝑘|𝑍0:𝑘−1,𝑈0:𝑘)
. (20) 

 

These equations recursively calculate the joint posterior for the vehicle state and map at 

time k that are based on all the control inputs and landmark observations before k [Dur-

rant-Whyte and Bailey 2006]. 

3.2. SLAM paradigms 

As SLAM-research progressed through history, different theories evolved to answer the 

problem by either adding to the existing suggested solution or by innovating new ap-

proaches for more efficient and accurate solutions. These different approaches can be 

generalised into three main SLAM paradigms. Knowledge of these different paradigms 

is useful for understanding the SLAM-process as the chosen method greatly defines the 

possible outcomes that can be reached: measurement accuracy, computational efficiency 

and scalability are all greatly affected by the chosen method, as we can expect different 

levels of robustness across the different algorithms [Durrant-Whyte and Bailey 2006]. I 
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will briefly introduce the three main paradigms considering SLAM-research and explain 

some of their strengths and weaknesses. Research done by Stachniss et al. [2016] about 

the different SLAM paradigms and the algorithms that fall within each category is used 

as the main source for this chapter, as they explain the functionality behind each paradigm 

in much detail. 

 The earliest, while also the most influential approach, was the Extended Kalman 

Filter (EKF) SLAM. This SLAM-method was the first one to introduce the approach to 

store the gathered robot locations and environment features into a single state vector. This 

vector has an associated covariance matrix that determines the uncertainty of gathered 

data points, including estimates on how the vehicle and feature states correlate between 

each other. When the state vector is updated with new robot positions and environment 

features, an extended Kalman filter [Welch and Bishop 1995] is used on the new acquired 

measurements. By default, by implementing linearized models to non-linear motion, 

EKF-SLAM can only perform single linearization. As new data points are introduced into 

the state vector, the system covariance matrix grows quadratically with the number of 

observed landmarks [Thrun and Wolfram 1998]. This is a key concern of the EKF SLAM 

as it severely limits scalability. Many optimizations have been suggested and successfully 

implemented to EKF-SLAM, allowing it to process large amounts of landmarks more 

efficiently. Nevertheless, due to its limiting computational properties, EKF SLAM has 

fallen out of style as more efficient approaches rose to address the scalability issue 

[Stachniss et al. 2016]. 

 The second paradigm is the particle filter SLAM. This approach uses a set of par-

ticles to represent the robot posterior. A single particle could be best described as a con-

crete guess as to what the true value of the robot state is at the given time. When a set of 

guesses like this are gathered into a set of guesses as described above, a particle filter is 

used to generate an approximation of the robot posterior distribution within a map. What 

makes particle filter SLAM challenging is the vast space of potential maps and robot 

paths. As the general principle behind particle filter SLAM is to populate an area with 

particles containing the state guesses, the number of particles grow very large as the num-

ber of features within a map grows. This causes the particle sets to scale exponentially in 

relation to the underlying dimensions of the state space. In addition, when using particle 

filter SLAM algorithms, the number of required sample size for map generation is usually 

given manually to the algorithm as an educated guess. The larger the uncertainty of map-

ping is via filtering, the larger the significance of this parameter is to the correct function-

ing of the algorithm. When compared to EKF-SLAM, particle filter considerably rises 

both accuracy and computational efficiency, but still lacks in effectiveness when we want 

to SLAM-map big areas over a longer span of time, rather than mapping smaller in-door 

environments [Stachniss et al. 2016]. 
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 The third paradigm is the graph-based SLAM approach. Unique compared to the 

previous groups of algorithms, graph-SLAM functions by forming a graphical represen-

tation of the SLAM-problem: environment landmarks and robot positions are treated as 

nodes in a graph that are tied together by using the robot odometry readings. According 

to Stachniss et al. [2016], every edge between two nodes represents a data-dependent 

spatial constraint between the nodes. When we get consecutive location readings 𝑥𝑡−1 

and 𝑥𝑡, we can tie their edges together conveyed by odometry reading 𝑢𝑡. As the robot 

moves forward, further edges form between edges of nodes that correspond to locations 

𝑥𝑖 and landmarks 𝑚𝑖, when we assume that during time 𝑡 the robot was able to sense 

landmark 𝑖. Next, lets illustrate the graph generation with figures. For example, in Figure 

10, a robot in position 𝑥1 senses a landmark 𝑚1. An arc is formed in a graph between the 

robot position and landmark reading. When the edges are cached in a matrix, a value is 

added to the elements between robot location 𝑥1 and landmark reading 𝑚1. 

 

         

                                Figure 10: Adding initial values to the graph [Stachniss et al. 2016] 

 

As the robot moves forward, using odometry reading 𝑢2 from a new position, an arc be-

tween nodes 𝑥1 and 𝑥2 is formed and added to the graph next to previous measurements. 

This formulation is represented in Figure 11. 

 

                    

                Figure 11: robot moving from point 𝑥1 to 𝑥2 [Stachniss et al. 2016] 

 

As the robot moves and discovers new environment landmarks, with the use of these two 

basic steps we can fill out the graph over multiple sensory data iterations. The graph in-

creases in size as the robot traverses forward and more nodes are added. This is repre-

sented in Figure 12. 
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       Figure 12: Filling the graph with consecutive steps [Stachniss et al. 2016] 

 

The advantage of graph-SLAM is its efficient optimization techniques that can be applied 

to the SLAM process. Graph-SLAM scales to much higher-dimensional maps than, for 

example, EKF-SLAM due to having to covariance matrix and having nonlinear sparse 

optimization techniques applied to it. When reconstructing highly accurate environments, 

optimizing each individual measurement often results in better results than just optimiz-

ing robot poses. The graph updating time is constant and the amount of memory required 

is linear [Pierzchała et al. 2018, Montemerlo 2002]. 

 These three SLAM-paradigms explained above cover most of the research and work 

done in the field of SLAM. With this knowledge we have a better understanding of the 

different approaches to the SLAM-problem and can use this information to determine 

which approach would suit the needs of specific use-cases. In our case, graph-SLAM is 

showing most promise with its scalability, optimization options, and reduced computa-

tional requirements. 

3.3. Loop closure 

During the SLAM-process, the device can deviate from its actual position from either the 

inevitable error rate of used sensors or from algorithmic filtering necessary for generaliz-

ing the large amount of sensory data. To combat drift accumulating in position estimation, 

a process called loop closure is used. Explained by Newman and Ho [2005], within the 

context of SLAM, “loop closing is the task of deciding whether or not a vehicle has, after 

an excursion of arbitrary length, returned to a previously visited area”. Loop closure uses 

landmarks, or in other words, already known areas of the environment generated by 

SLAM to re-visit and re-evaluate its position. Loop closure can be outlined as scan-to-

map-matching where previously known locations are merged into a new set of detections 

containing known locations from previous scanning iterations. Known points are merged 

as a new point cloud and new locations are added to the map. Loop closure is an effective 

method in eliminating accumulating errors and increasing accuracy in SLAM. 
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Scan-to-scan-matching has also been utilized in laser-based SLAM approaches, 

where subsequent scans are merged without the aid of a map. This approach was discov-

ered to quickly accumulate error. Scan-to-map-matching limits the accumulation of such 

error during scan-matching [Wolfgang et al. 2016]. Inertial data can be used for gravity 

orientation estimation to correctly project the laser sweep to a horizontal plane, and thus 

improve the accuracy of loop closure detection. In Figure 13 we can see how errors and 

uncertainties quickly grows in the robot’s location and pose estimation while moving for-

ward. When the robot returns near a position it has previously been and re-observes 

known landmarks, loop closure enables the rapid decrease of error and uncertainty with 

scan-to-map-matching [Zhang et al. 2015].  

 

   

       Figure 13: Accumulating error rate before and after loop closing [Zhang et al. 2015] 

 

3.4. Google Cartographer 

Google Cartographer [Cartographer 2021] is an open-source library of SLAM-algorithms 

developed by Google. Released in 2016, Cartographer provides both 2D and 3D-SLAM-

maps and supports both offline-and online SLAM methods. By the term “offline” we refer 

to SLAM-mapping done to a previously gathered dataset. In online SLAM, data is pro-

cessed in real-time and therefore is computationally more challenging. Explained by 

Nüchter et al. [2017], Google Cartographer delivers high-resolution SLAM results both 

offline and online, which is impressive since Cartographer can be run on commodity 

hardware and has somewhat modest system requirements. Cartographer requires a 3rd 

generation i7 or later, 16GB of RAM and can be operated on Ubuntu versions Bionic 

(18.04) or Focal (20.04). Cartographer is written in C++ and uses gcc (GNU Compiler 

Collection) versions 6.3.0, 7.5.0 or 9.3.0. Due to these requirements Cartographer can be 
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operated efficiently with single board computers that usually have less computational ca-

pacity than traditional computers but are easier to utilize in robotics for their compact 

size. Cartographer integrates with other systems with the aid of a middleware software 

called Robot Operating System (ROS), that is the de facto standard software in the robot-

ics community [Nüchter et al. 2017]. ROS is used to create heterogeneous connections 

between software packages via a standardized inter-process communication system 

(IPC). ROS will be further explained in the next chapter. 

 According to Nüchter et al. [2017], the Google Cartographer library achieves its 

results by “grouping scans into probability grids that they call submaps and by using a 

brand and bound approach for loop closure optimization”. The algorithmic function can 

be interpreted as working in two layers: the foreground and the background. In the fore-

ground new scans are matched and added into the current submap. Meanwhile in the 

background, the scans are matched to a nearby submaps to create loop closure constraints. 

In 3D, the background process also tries to find the direction of gravity. The submap-and 

scan pose constraint graphs are continually optimized during scan acquisition. The local 

matching inserts new scans into the current submap, which accumulates error over time, 

and global matching that provides loop closing that removes the errors that accumulate 

in each submap that are part of the loop. These processes are outlined in Figure 14. 

 

      Figure 14: System overview of Google Cartographer [Hess et al. 2016] 
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Multi-channel lidars that rotate over 360 degrees gather depth information data from mul-

tiple directions at the same time. In SLAM-algorithms, some of this data can be irrelevant 

for mapping purposes: lidar-sensors can provide measurements from undesired sources 

(reflection, sensor noise) if measurement distance grows too far. To combat this, Cartog-

rapher SLAM applies a bandpass filter that disregards values outside of certain minimum 

and maximum ranges. These minimum and maximum values are always case-specific 

depending on used sensors and affecting environmental attributes. For example, during 

in-door scanning, these values would naturally be much smaller than out-door scanning 

[Hess et al. 2016].    

3.5. Robot Operating System 

As the scale and scope for robotics continues to grow, it has become exceedingly diffi-

cult to write software for the vast amount of different hardware configurations that have 

been utilized in the field. Code re-use is almost impossible due to the wildly varying ro-

botic setups both in research and commercial use. The amount of required code can also 

be daunting, as robotics require a deep stack of software from driver-level all the way 

through perception, pathfinding and decision making. Beyond the capabilities of any 

single researcher or developer, integration of large-scale software must be supported in 

robotic software architectures [Quigley et al. 2009]. SLAM-algorithms require a multi-

tude of data streams to function and requires many processes to be run concurrently and 

strictly synchronized. This makes ROS a go-to tool for SLAM-mapping, since it pro-

vides all the necessary tools and integration systems for developing, testing and visual-

izing these sorts of algorithms.  

 The Robot Operating System (ROS) is a robust open-source software framework 

developed for complexity management and rapid prototyping of software for experi-

ments in the field of robotics. ROS is not an operating system from the perspective of 

process management and scheduling, but rather a structured layer of communications 

above the host operating systems. Originating from Stanford university during the mid-

2000’s, ROS was picked up for further development in 2007 and saw its first release in 

2010. ROS provides a distributed network of processes (known as Nodes) that function 

as message passing processes, device controllers, package managers and state visualiz-

ers et cetera. Quigley et al. [2015] lists parts that ROS consists of: 

 A set of drivers for sensor data reading, motor control and other actuators in an 

abstracted and defined format.  

 A collection of fundamental robotics algorithms allowing map-building and 

traversing, sensory data simulation and acquisition, motion planning and object 

manipulation etc. 
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 The computational infrastructure to send and receive data, connecting various 

components of a complex system to incorporate the users own code into. ROS 

functions as a distributed system, allowing workload splitting across multiple 

systems. The ROS-architecture is primarily based on the “publish-subscribe” 

network model where nodes register with a master node that handles communi-

cations. The mechanism uses “topics” where nodes publish and subscribe to. 

This is implemented using Transmission Control Protocol/Internet Protocol 

(TCP/IP) or User Datagram Protocol (UDP). This enables concurrent message 

transaction during runtime [Krishnaswamy 2016].  

 A set of tools to visualize and interpret a robot’s state and record data from mul-

tiple sensory sources at the same time. Robot software debugging can be a 

daunting task, so ROS provides a set of tools to detect and correct faulty behav-

ior.  

As partly stated above, the fundamental concepts of the ROS implementation are nodes, 

topics, messages and services. Nodes are denoted as processes that perform computa-

tion. Nodes can be also interpreted as individual “software modules” that function inde-

pendently. One of the design goals of ROS is to be modular: a system usually consists 

of multiple nodes working in parallel with each other and communicating through the 

network. As described in Figure 15, nodes communicate with each other by sending and 

receiving messages, which is a strictly typed data structure in ROS, supporting standard 

primitive types like integers, floats, booleans etc. Messages are sent from nodes to a 

topic, being a simple string describing the message content or its origin, like “odome-

try” or “map”. A single topic can be published to or be subscribed by multiple nodes. 

 Although being flexible and robust, the topic-based publish-subscribe model is 

not sufficient for synchronous transactions. In ROS, a service is used instead. A service 

has a string name and a pair of strictly typed messages, one for the request and one for 

the response. Unlike topics, only one node can advertise a particular service name 

[Quigley et al. 2009]. 
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              Figure 15: Robot Operating System communication principles 

 

Through the collaboration efforts between many institutions and individuals in the 

open-source scene, ROS has grown to be one of the most prominent libraries in robot-

ics, claiming its position as a de facto standard for robot programming. As an open-

source project, ROS relies on the contributions from volunteering developers around the 

globe [Estefo et al. 2019]. Integration efforts have also proven fruitful, as ROS also sup-

ports integration with the most popular computer vision libraries. ROS is available as 

multiple different distribution versions that are akin to Linux distributions, like Ubuntu 

for example. Support of ROS-packages varies between distributions, which must be 

taken into consideration when choosing the right distribution for development. This the-

sis will use the version Melodic Morenia, released in 2018, since it supports all the 

packages that are used for our research.  
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4. Implementation 

As mentioned in the introduction, the goal of this thesis is to validate the point cloud 

density and viability for power line condition inspection with the use of Velodyne VLP-

16 lidar that is relatively low-cost and less accurate than its more expensive counterparts 

with considerably more laser channels (32, 64 or 128 channels compared to 16), enabling 

the generation of denser point clouds. Another goal of this thesis is to determine the via-

bility of SLAM-mapping in generating structurally cohesive representation of the area of 

interest, in our case, a power line strip. Cohesion will be evaluated by point cloud density 

and feature extraction: are the lines dense enough to be detected as unique objects? ROS 

will be used in data acquisition to gather a dataset of the environment containing lidar-

scans and IMU measurements of the lidar odometry and inertial state. In other words, 

offline-SLAM will be performed for point cloud generation. Opposed to online SLAM, 

the evaluated data is pre-recorded before the actual SLAM-mapping. Online SLAM is the 

goal of a possible complete application, but falls out of the scope of this thesis, as its 

implementation is substantially more challenging. 

Google Cartographer will be used as a framework and algorithm collection for per-

forming SLAM. Performing SLAM accurately depends on a variety of system calibra-

tions and parameters, both in Robotic Operating System and Google Cartographer. Com-

putational capacity of the host computer also influences the results [Biström 2019]. 

The target environment used for testing consists of a large 400 Kilovolt power line run-

ning from Tammisto, Vantaa to Anttila, Sipoo and a smaller, 20 kilovolt power line that 

is the main target for data gathering and analysis. The main grid’s felling area is 40 meters 

wide, with safety distances of 10 meters. This is the closest range that we can expect our 

measuring system to gather data from. The measuring range does not affect system con-

figuration. According to Fingrid, the company that owns and maintains the main power 

line grid of Finland, the power poles of a 400 kilovolt power lines are 31-35 meters high. 

20 kilovolt line poles are 5-10 meters tall [Fingrid 2021]. Possible scenarios that inflict 

damage to the lines are fallen trees or foreign objects becoming violently in contact with 

the lines during storms. 

4.1. System Setup 

To test the SLAM-mapping, a dataset containing the measurements of the used scanners 

must be generated. After dataset generation, it can be SLAM-mapped using Cartographer. 

We will run ROS and Cartographer with MacBook Pro 2018 with 2,6 GHz Intel Core i7 

CPU, Radeon Pro 555X GPU and 16Gb 2400 MHz DDR4 RAM memory. Due to the 

absence of ROS-support in MacOS Big Sur, ROS and Cartographer will be installed and 

run in a virtual machine (VirtualBox 6.1.18). A maximum amount of available computa-

tional power of the host machine will be directed for the virtual machines use. VirtualBox 

is known to be slow with some platforms and hardware combinations, and thus not being 
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able to utilize all the computational power the host machine provides, but my tests con-

firmed that the provided computational power was sufficient for both the dataset genera-

tion and offline SLAM-mapping process [Li, 2010]. 

The Velodyne VLP-16 lidar will be connected to the system via the ethernet port. The 

Xsens MTI-630 IMU can be directly connected to the system through a USB connection. 

The IMU will be directly strapped on the lidar to gather as accurate inertial data as possi-

ble. The lidar will be moved through the environment hand-held, attached to a standard 

tripod. The lidar can be expected to move quite much while being hand-held, but this can 

be negated with the aid of inertial data the IMU provides. 

4.1.1. Velodyne ROS 

The Velodyne ROS package [Velodyne ROS 2021] is an open-source ROS package that 

will be used for data acquisition from the UDP Ethernet packets sent by Velodyne VLP-

16 lidar. This package was initially developed for the 2005 Grand DARPA Challenge by 

Austin Robot Technology Inc. Although initially developed to support the HDL-64E, an-

other lidar by Velodyne, support for VLP-16 has since also been added [Krishnaswamy 

2016]. 

 The Velodyne ROS package consists of three ROS applications: “velo-

dyne_driver”, “velodyne_msgs” and “velodyne_pointcloud”. Velodyne_driver is used to 

capture the raw UDP-packets and store them into a custom ROS message format “velo-

dyne_msgs”. The messages are published into a topic called “velodyne_packets”, so sub-

scribing to this topic enables a node to receive lidar data. “velodyne_pointcloud” is an 

application used to extract the distance evaluation and azimuth values from the data com-

ing from velodyne_driver application. The values are then converted from spherical co-

ordinates to cartesian coordinates and published into a topic called “velodyne_point-

cloud” [Krishnaswamy 2016]. 

4.1.2. Xsens ROS 

The Xsens ROS package, called “xsens_mti_driver”, provides a driver for the 1, 10, 100, 

and 600-series of Xsens IMU devices. The package is developed and maintained by 

Xsens, providing access for their customers to the driver on top of other configuration 

and calibration software included in their “MT Software Suite”-package. With the exist-

ence of dedicated calibration software provided by Xsens, the xsens_mti_driver node only 

receives data from an MTI-device and publishes it to ROS. If not properly configured, 

the node only receives data packets filled with zero-values until a specific data type is set 

for the device. 

The Xsens MTI driver uses Public Xsens Device API for scanning, connecting, 

packet parsing and log file handling. There are 16 topics in total where the node publishes 

data to, most notably “imu/data”, “imu/acceleration”, “imu/angular_velocity” and 
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“imu/mag”. Data sent to these topics will be accessible for the Cartographer nodes to 

subscribe to and receive data from for the SLAM-process. 

4.2. Process 

Here I will explain the process steps necessary to run SLAM and generate a map for 

evaluation. First, it’s beneficial to do some initial tests with a smaller test-dataset to vali-

date the IMU-lidar calibration in the ROS-configuration settings. This is extremely im-

portant, as even slight misalignment in the calibration will greatly affect the results as 

data is impossible to successfully fuse together if the IMU and lidar are not perfectly 

aligned with each other. We will monitor and configure the algorithm if needed for better 

results. Here I will better explain how to use Cartographer in practice. The next step is to 

decide a suitable target environment for analysis and generate a dataset of sensory data 

for the SLAM-algorithm. This part will be presented in the Subsection 4.2.2. After we 

have generated a suitable dataset, we can use that dataset as an input for the algorithm. 

Lastly, when we get an adequate result, we can start the evaluation process. 

4.2.1. Initial test 

First, let’s start with the introduction of Cartographer. To start off we will first generate 

a small test-dataset to validate the lidar-IMU calibration of our setup. As mentioned be-

fore in Section 4.1, our system setup consists of a lidar and an IMU connected to a laptop: 

lidar via ethernet, and IMU through USB. We can verify the proper data flow by launch-

ing the ROS nodes and subscribing to a topic via “rostopic”. In Figure 16, we see incom-

ing lidar data, published by the xsens_mti_driver-ROS package.  

 

   

    Figure 16: Example of IMU data published by the ROS node 

 

When proper data flow is validated, we redirect this data to a topic expected by the Car-

tographer ROS-node. The node expects a pre-determined data transformation architecture 
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to function properly. This transformation architecture can be modified through Cartogra-

pher’s configuration files, as different sensors publish data in their unique form and must 

be manually re-fitted to be accepted by Cartographer. In Figure 17, we can see the trans-

formation architecture of our setup where the sensor nodes are linked together with link 

joints to form a coherent frame. This represents the simulated vehicle in ROS. Individual 

links are calibrated in relation to each other that resembles the true structure of our setup. 

IMU-data is received by the imu_link-joint that is connected to the Xsens MTi-specific 

world-frame. The lidar-data is published to the velodyne-joint and connected with the 

IMU-data in the base-link-frame. Odometry-frame is calculated based on this data and 

represented in the odom-frame. This frame is eventually linked into the map-frame where 

the data fusion is handled. 

  In our setup the IMU is strapped under the lidar. Therefore, we determine the xyz-

coordinate difference between the sensors in the calibration file so proper sensory fusion 

can be achieved during offline simulation. Roll, pitch and yaw between the sensors and 

the vehicle can also be determined if necessary. 

 

     Figure 17: ROS transformation architecture 
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For generating a dataset, we will use a ROS-library application called Rosbag. Rosbag is 

a set of tools that can be used for recording active ROS topics where data is sent to from 

active ROS nodes. The recorded data can be later played back, simulating active sensor 

input. Rosbag is a high-performance tool that avoids deserialization and reserialization of 

messages, even during handling high frequencies of data coming from multiple sources. 

Rosbag is a convenient tool for calibration and testing, ridding us the need for continuous 

calibration and data acquisition cycles, while also enabling slower or faster data input 

feeds when it is necessary to carefully observe the algorithms progress. 

 The initial test was run in a 40-square meter apartment. In Figure 18, we can see 

the trajectory of our setup and the generated map. The IMU trajectory seemed to function 

as expected, with some minor inconsistencies that were successfully filtered to match the 

same starting and ending points together. Slight inconsistencies can be observed in the 

matching of walls between each iteration. Windows had the effect of forming “shadows” 

in the lidar data where two measurements would be considered in equal value and drawn 

into the map. These inconsistencies can be properly filtered out if needed and can be 

disregarded as our main dataset will be generated outdoors. Apart from these interfer-

ences, the calibration can be deemed as functional with some minor tweaks to achieve 

full lidar-IMU rotation. With a proper setup configuration, we can continue with the 

proper dataset acquisition.  

 

 

  Figure 18: Generated map during initial testing 
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4.2.2. Dataset generation 

The dataset will be generated from a medium voltage line (20 kilovolts), observable in 

Figure 19, as it is more beneficial to move from the smaller scale upwards to the bigger 

power lines with the point cloud density validation (>100Kv). We want to determine the 

viability to do maintenance check-ups on all the power line infrastructure, but the results 

from the smaller lines are most telling whether the point clouds are dense enough for this 

purpose. 

 

     

     Figure 19: Examples of low, middle, and high-voltage power lines in Finland 

 

The data gathering was done on-foot while following the direction of a power line for 

about 100 meters from approximately 10 meters to simulate the minimum safe distance 

that a drone could approach a power line while in operation. The 20 kilovolt line travels 

alongside of a bigger 400 kilovolt line. While not the main target, it would also be under 

evaluation if the lidar manages to detect it. 

 As previously seen in Subsection 2.1.3 (Figure 3), the lidar laser sweeps have in-

crements of 2° between each channel. This causes the laser channel sweeps to be further 

apart from each other the longer the distance is to the measured object. This means that 

while we could efficiently detect the line closer to us, the bigger line would be too far 

from the sensor to be detected as a line, only receiving random bounces with too low 

density. To reduce the chance of power lines getting lost between the gaps of laser chan-

nels, the laser will be held in a 45° tilt to maximize the chance of laser bounces from the 

power line. The effect of this tilt will be taken into consideration in the lidar-IMU cali-

bration. 
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        Figure 20: Taken travel path while generating dataset 

 

For loop-closure testing, the pre-planned path was travelled as a loop to allow the SLAM-

algorithm to detect as many pre-known landmarks as possible, as seen in Figure 20. While 

loop-closing may not be viable during drone operation, it’s amount of impact to the co-

hesion of our results may provide valuable information about the viability of the general 

approach to use SLAM-mapping in geo-referencing where loop-closing can’t be contin-

uously maintained (unless drones are set to fly pre-determined routes as a loop to achieve 

this). If a drone simply follows a line and never returns to the pre-seen landmarks, we 

can’t achieve proper loop closure.  

4.3. Running Cartographer 

Now that we have generated a proper dataset for our test, we can use it as input for Car-

tographer. A ROS-node called Cartographer_offline_node is launched with our Rosbag 

containing the sensory data used as a parameter. Range data is measured from the vehicles 

point in multiple angles. This means that closer objects provide a lot of points, while far 

objects provide far less points. Subsampling is done to reduce the computational load of 

point handling. This cannot be done at random, since it would remove point from areas 

that have a low density of measurements. This is vital for us, since our point-of-interest 

can be expected to be low in density when compared to the vast amount of data generated 

outside of the area close to the power lines. To address this density problem, we can use 

a voxel filter that down samples raw points into cubes of constant size and only keep the 

centroid of each cube [Hess et al. 2016]. 

 The node processes the Rosbag-data as fast as possible, creating submaps from the 

detected environment landmarks and links them together while the vehicle traverses the 

environment. This process can be observed in Figure 21: Each colour represents individ-

ual submaps that are generated in relation to an initial point. Each subsequent point is 

measured in relation to this first initial point that is determined when a new submap gen-

eration starts. While observing new features from the environment, the system closes a 
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submap and starts generating a new submap with a new colour. Each submap has its own 

coordinate frame origin, representing the first range scan data points position that was 

accumulated and inserted into it. Different colours help to illustrate this. The submap 

generation in relation to the initial coordinate frame origin can be observed from the 

points coloured in blue, where every point of the trajectory path is drawn in relation to 

the initial point at the bottom of the image. The submap coloured in red also uses some 

of these same positions in its generation. in Figure 21, the trajectory starts from the top 

of the image, travels to the bottom of the image and does a loop and returns to the initial 

starting position at the top and does another, smaller loop to increase submap fusion. The 

travelled trajectory can be better observed from Figure 22, with a green dot representing 

the starting point and a red dot representing the ending point of the trajectory. Finally, 

these submaps are fused together to form the completed map. We can also observe the 

amount of submaps generated from Figure 21. A submap is considered as complete when 

a given amount of range data is received. According to Cartographer documentation [Car-

tographer 2021], “submaps must be small enough so that the drift inside them is below 

the resolution, so that they are locally correct. On the other hand, they should be large 

enough to be distinct for loop closure to work properly”. Resolution relates to the density 

of the point cloud: a high-resolution point cloud indicates a denser number of points. 

Once a scan has been filtered and properly assembled from multiple range data, it 

is ready for the first algorithm step: the local SLAM. Local SLAM inserts a new scan into 

the current submap by using the calculation from the Cartographer-library’s pose extrap-

olator that handles IMU data to predict where the next scan should be inserted into the 

submap. To avoid inserting too many scans into each submap, a motion filter is used to 

drop scans that haven’t had enough movement between them. A submap can be consid-

ered complete when the amount of received data from the lidar exceeds a certain amount. 

The submaps store the data into a structure called probability grid. According to Hess et 

al. [2016], “scan matching starts by aligning far points of the low-resolution point cloud 

with the low-resolution hybrid grid and then refines the pose by aligning the close high-

resolution points with the high-resolution hybrid grids”. This way a map is slowly form-

ing as the device traverses the environment. 
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 Figure 21: The vehicle trajectory with sub-map merging 

 

Next step is the conduction of global SLAM. While local SLAM generates a succession 

of submaps, global SLAM runs optimization tasks in the background. The global SLAM’s 

role is to re-arrange submaps as they are generated, eventually forming a coherent global 

map. The optimization can be triggered to run after a set number of batches are received. 

This is set as a suitable value for our dataset. Hess et al. [2016] describes that the global 

optimizer can be imagined as a set of little ropes tying the submaps together after con-

straints between submaps have been established, as previously mentioned in Section 3.2 

describing different SLAM paradigms. This method of fusion falls within the category of 

graph SLAM algorithms, since it follows the same principles. These constraints are called 

nodes. 

 To keep the number of computations reaching too high, only a subsampled set of 

all close nodes are considered for constraints building. This is done to achieve the speed 

and robustness to achieve loop-closures in real time with online SLAM-mapping. These 

limiting factors can be also tweaked to benefit our use case, since we are running offline-

slam and do not need to worry about computational speed as of now. This problem arises 

when online SLAM is possibly introduced at a later stage when a proper prototype is 

conducted after a successful proof-of-concept. As described before, the IMU has an in-

herent trait to always have some small error rate in its data. The global SLAM gives some 

flexibility to the IMU pose by running optimization steps between every submap. This 

can only correct some of the pose errors, as even 1-degree difference between the lidar 

and IMU pose causes accumulating drift as the trajectory extends. 
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   Figure 22: Vehicle trajectory and generated point cloud as an x-ray image 

 

Once the trajectory is finished, Cartographer runs a new global optimization with more 

iterations than previous iterations. Especially during offline-SLAM as speed is not the 

main concern, this is beneficial in order to get a final polish to the result by running a 

large amount of global optimization iterations. In Figure 22, we can observe a point cloud 

generated from the fusion of separate sub-maps that were generated during the initial 

states of the algorithm. The blue line represents the travelled trajectory during data gath-

ering, the green line represents the approximate position of the measured point cloud. In 

the red circle we can observe multiple power line representations that are mis-aligned by 

the algorithm. Evaluation of these findings is done in more detail in the next chapter.  
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5. Evaluation 

The results and findings of the SLAM-analysis will be summarized and discussed in this 

chapter. Based on the generated dataset and trajectory, we can make some assumptions 

on the viability of the system to function as a maintenance tool for power lines. The main 

emphasis is the research question that asks whether it would be possible to use SLAM-

mapping to generate dense and cohesive enough point clouds where we can detect the 

power line and, based on the generated point cloud, make possible maintenance analysis.  

 The second research question was whether the used scanners in this study could 

provide accurate and dense enough results for environment mapping. As the power lines 

are quite thin and need to be completely mapped in order to make any assumptions on 

their condition or possible damage, inconsistencies during mapping could lead to a false 

conclusion of the true state of the power lines. Although bigger objects obstructing the 

power lines could be effectively detected, smaller objects that still do damage could fall 

unnoticed. Also, when searching for snapped power lines, all the lines must be able to be 

mapped. Small inconsistencies can be filtered out, but bigger gaps between lines that are 

not damaged could compromise the credibility of the system. 

The results will be evaluated by reviewing the accuracy of generated data, success of 

the device trajectory, success of generated submaps of point cloud data, and the success 

of global scan matching of many iterations of subsequent submap iterations. The search 

for inconsistencies is simple, as we know the pre-planned device trajectory and have a 

clear view of a sufficient, geo-referenced map. If a power line can be detected from the 

whole trajectory and be consistently fused together, we can then continue to evaluate the 

needed density to automatically detect a power line from the generated map. If this is not 

the case, we can further evaluate the viability of the system for this kind of use and the 

possibility of future improvements. 

5.1. Result evaluation 

Here, we will evaluate the results of our second georeferencing test that was done with 

data gathered from the outdoors area presented in the previous chapter. The results of the 

SLAM-mapping test were promising, but puzzling. The generated point clouds were 

dense, but cohesion was seriously lacking. Significant distortion between multiple sub-

map iterations were clearly visible in the generated point cloud. This can be further ob-

served in Figure 22. Inside the red circle, we can observe multiple different representa-

tions of the power line that we are trying to measure. Due to the mis-fused submaps, these 

point cloud representations of the power line are out of sync, since they are not properly 

aligned with each other. 

 In other words, the algorithm was unable to reference the device pose when fusing point 

clouds together. This can be further validated by the evaluation tools provided by the 

Cartographer package. These tools are used to assess SLAM results when no dedicated 
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ground truth is available, which is true in our case. We do not have a stationary reference 

point, so the system calculates its position dedicated by its previous known positions. This 

process comprises of two steps: auto-generation of “ground truth” relations, and test data 

evaluation against the generated ground truth. However, self-evaluation of this type does 

not comprise of the full accuracy of the SLAM-system, only an evaluation with real 

ground truth states can provide this, which we lack in this evaluation. Therefore, these 

metrics must be considered as directive rather than absolute. The transitional error ob-

served between sub-map generation was more than 10 centimetres, and the rotational er-

ror more than a degree. This was clearly visible from the point cloud as two sequential 

submaps had the same landmarks drawn in multiple different positions near each other. 

These errors caused by accumulating drift can be observed inside the red circle in Figure 

22. One cause to this may be the lack of distinguishable landmarks SLAM-mapping was 

run in open and forested area, since the distances between landmarks can grow unsustain-

ably large and prevent Cartographer from effectively conducting scan-matching without 

any complex environments to be assumed as their own separate, unique landmarks. Car-

tographer is known to work well outdoors, especially when scanning complex environ-

ments that are much more favourable for submap generation and scan-matching than sim-

ple and repetitive environments [Hess et al. 2016]. In addition to the original dataset, 

additional datasets were recorded as separate Rosbags to better pinpoint the error causing 

overlap of landmarks during scan matching, repeating the same findings as the first da-

taset. As compared to the point clouds reached by Eriksson [2018], the point clouds sig-

nificantly lacked cohesion. 

 Minor errors in Cartographer configuration and optimization are assumed to be 

playing a decisive role for the misaligned point clouds, as the IMU trajectory was far from 

ideal, despite showing promise in the initial testing. Although the device pitch that was 

held when conducting the dataset generations was accounted for in the configuration, the 

IMU trajectory suffered from continuous ascend in the y-axis, as seen in Figure 23. The 

rise of height is observed while traveling a straight path, so this constant elevation should 

not be present. This resulted in the submaps to lose the previous acquired landmarks and 

start generating new landmarks from scratch, without properly achieving global SLAM-

matching. 

 Due to the challenging nature of Cartographer configuration, I couldn’t find a per-

fect set of configurations to get a better result. The bad results were most likely caused 

by insufficient calibration of the relative orientation between the IMU and lidar. In other 

words, the lidar and IMU alignment wasn’t marked accurately enough, which caused 

Cartographer to either assume a wrong position for the device, or a wrong pose. This was 

also apparent from the faulty IMU trajectory that should stay cohesive enough even when 

considering the small accumulating drift. A proper trajectory can be used to determine 
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successful calibration, which was done during the initial tests when mapping indoors. 

Cartographer is also included with its own pose optimizer that tries to correct these errors 

as they accumulate. The pose optimizer can also be adjusted to show information about 

the process, where correctional values can be seen. During our initial test, this correction 

was reduced to under one degree. As we mapped the second dataset, this correction rate 

rose to over five degrees. Therefore, it can be concluded that by increasing the calibration 

accuracy we could expect much more accurate results from the algorithm. Time re-

strictions and lack of skill played a part in hindering this process during calibration. 

 When evaluating the results, loop closures were not detected due to the continuous 

climb experienced by the sensors. More fine tuning of the optimizers may also provide 

better results but are difficult and laborious to perform since Cartographer has a myriad 

of different minor parameters and values to tweak. This means that Cartographer requires 

a good knowledge of the inner workings of the algorithm and the cause and effect between 

every parameter. This calls for more future work in finding a better set of configurations 

to achieve more cohesive results with more testing.  

 

     Figure 23: Example of accumulating drift in the y-axis 

 

Improvements in the dataset acquisition could also be done, as holding the sensor by hand 

subjects the sensors to sudden and unpredictable movement that makes optimization and 

scan matching more challenging compared to a more rigid setup.  

 Point filtering also proved challenging. Without proper filtering, the point cloud 

grew too dense to distinguish any clear landmarks, for example, individual trees. This 

was due to the poor global SLAM results, as the submaps saw much overlap and lost the 

main reference to the previous landmarks. But if too much filtering was used, the power 

lines were undistinguishable from the less dense point cloud. More efficient point filtering 
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methods must be also applied in the future to better make sure the actual point-of-interest 

is clearly visible in the generated map. 

  We can assume from the generated dataset that additional sensors may be needed 

to generate a cohesive point cloud map representation in this kind of circumstances. Ad-

ditional IMUs and lidars have proven to significantly enhance the map cohesion [Hess et 

al. 2016]. A GPS could also be introduced to the system to give additional reference to 

the sensors location, and thus aid in the scan matching, as used by Eriksson [2018]. Nev-

ertheless, the system showed promise as the generated submaps showed somewhat ade-

quate cohesion, as seen after the initial testing. When provided with an environment with 

enough complexity, Cartographer can be expected to work well with the used sensors. 

5.2. Proof-of-concept result 

In the past, successful geo-referencing has been utilized using lidar and IMU sensors with 

the aid of a SLAM-mapping algorithm [Karam et al. 2019]. Many commercial solutions 

exist that promise to reach the kind of results we were trying to reach. One big hurdle is 

that having a solution based in a closed system without the possibility to get to have your 

own impact to the solution may drive some operators away from these products. On top 

of that, they are usually much more costly. Therefore, one of our main research questions 

was to determine the possibility to use more cost-effective sensory hardware. Our ques-

tion was that could this kind of sensory system be applied as a tool to monitor power 

lines. The system showed promise but requires more precise and throughout calibration 

and testing to provide sufficient results. Additional sensors may also be considered. How-

ever, a functioning groundwork has been established for future study to tackle the issues 

faced when conducting this research. Also, the affordable VLP-16 lidar and Xsens MTI-

630 MEMS seemed to be good tools for the job, as the lidar density wasn’t the main issue, 

and neither was the accuracy of the IMU. Both sensors are very cost-effective, making 

them desirable in the realm of proof-of-concept tools as they are not as a big of an invest-

ment and are also much more expendable compared to the sensors that cost many tens of 

thousands of dollars. Nevertheless, merging data from these sensors need more future 

work in order to generate a cohesive enough point cloud to conduct proper analysis. 
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6. Conclusions 

In this thesis we successfully implemented a geo-referencing system with the aid of a 

lidar and an IMU sensor. To answer the two research questions presented in this thesis, 

two geo-referencing tests were arranged with the aid of a SLAM-mapper algorithm called 

Google Cartographer. Using the inertial data from the IMU and distance data from the 

lidar, we were able to generate two sets of point cloud maps from the environment. The 

first test was done to validate the system and the second test was done to gather results to 

be evaluated based on our research questions. Based on our results, we are able to come 

to the conclusion that SLAM-mapping needs more precise and careful calibration than 

used in this thesis. Although showing potential, we were not able to generate cohesive 

point cloud representations of the environment with the set of tools and parameters used 

in this thesis.  

 The submap-generation and global optimization in the Cartographer SLAM-algo-

rithm were unable to be successfully utilized due to the poor calibration between the sen-

sors. Efforts to improve the calibration were made, but in the end proved unfruitful in 

achieving better results. The algorithms in Cartographer require a better understanding 

from the user to be completely implemented. Nevertheless, we were able to successfully 

implement the algorithm in a smaller test environment, as shown by the initial test. The 

initial test results showed that, when configured correctly, the system has much potential 

in accurate geo-referencing. The viability for automated 3D point cloud detection is una-

ble to be deemed as potential or not from these findings alone. 

 The system showed promise by validating the viability of used sensors to this kind 

of geo-referencing and evaluation process, but the means of SLAM-mapping need more 

knowledge and skill to be properly performed. Accurate 3D SLAM, both the offline and 

online methods, have many challenges if the goal is to generate point cloud maps that are 

as accurate and dense as possible. Especially with our goal, which was to find a very small 

area of interest amongst vast amounts of sensory data, the results of this thesis are inade-

quate to deem this approach as viable for commercial use. Nevertheless, the built system 

showed much promise and requires future work to be properly utilized. Especially the 

sensory calibration and algorithmic configuration require more research to be effectively 

ran for this kind of goal in mind. Researching the sensory systems and the SLAM-algo-

rithm function have given me a solid understanding of the founding principles of geo-

referencing and an introduction to robotics with the usage of Robot Operating System. 

This enables for a more throughout research in the future of the subject if the research 

project takes its next step of moving towards a more commercialized use. But as for now, 

this seems unlikely as the findings do not yet support it. 

The work proved to be a good set of challenges and forced me to learn many new 

things from implementing new systems, conducting tests and evaluating test findings. 
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The most time-consuming part was the actual implementation. I found the Google Car-

tographer to be very complex and hard to properly implement, requiring tons of research 

in conjunction with the ROS-framework to even get it running and exchanging data be-

tween the sensors, even without considering any kind of calibration or configuration 

tweaking. Information about the implementation steps were sparse and far in between, 

having to be found from different Internet forums from people who have experienced the 

same trial-and-error steps as I did, and gradually pushed towards a working setup. Robot-

ics is a challenging branch of computer science and engineering, but the extensive re-

search and hard work of robotics engineers and software developers has made it more 

accessible than ever before. Thanks to these people and their hard work, this thesis has 

been able to be created. 

My work has enabled me to do more precise research in the future regarding geo-

referencing, SLAM-mapping and the overall automation process development of critical 

infrastructure maintenance. Other uses for geo-referencing via SLAM-mapping can also 

be potentially implemented in the future as more use-cases are found for the technology. 
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7. Future work 

The most important future work step would be to adequately complete the entire sensory 

calibration in Cartographer. The inaccurate calibration was found to be the most influen-

tial part to the results seen in this research. Future work could also consist of adding ad-

ditional sensors to the system. By adding another lidar or an IMU we could expect better 

results for the geo-referencing process. Also, a GPS-system could aid the system to have 

a better understanding of its trajectory. Another future work step would be a more careful 

and wide study of the used algorithms to truly untap the potential they have. Overall, the 

power lines were found to be too small to be adequately detected by our system. The 

system could be better tested when attached to an actual drone rather than generating the 

dataset on-foot with a hand-held system. This way we could more efficiently filter unnec-

essary data as noise and get to record data from the air, above the power line. This could 

also reduce the sensory noise affecting the IMU, although flight could pose its own set of 

challenges from the perspective of inertial measurement.  

In terms of software, many geo-referencing applications and SLAM-mapping algo-

rithms exist that could provide better results than Cartographer. By performing testing 

with other SLAM-algorithms, such as HectorSLAM, FastSLAM or LOAM, we could 

have a better understanding of the different options within the SLAM research field. ROS 

could also be superseded for a more stand-alone solution.  
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