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ABSTRACT 
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Adopting Continuous integration (CI) and continuous delivery (CD) has become a powerful 
approach to help software engineers integrate, build, and test their work more frequently, resulting 
in faster deployments in the production side. The CI/ CD approach works within automating tools 
that checks the code correctness according to a setup in a software engineering pipeline before 
integration. Adopting CI/ CD could have numerous advantages; however, there are challenges. 
 

This study aims to identify the benefits and challenges of adopting CI/ CD, associate these 
benefits and challenges to the stages within a continuous delivery pipeline (CDP), and explore 
whether these benefits could encourage decision makers in an organization to adopt CI/ CD. 
Most common challenges, which could discourage product owners from adopting CI/ CD ap-
proach, along with recommended resolutions collected from literature are listed and demon-
strated.  

The findings indicate that adopting continuous integration has numerous benefits that the chal-
lenges associated could be resolved with some effort and resources allocated. A total of four main 
benefits, and four main challenges with proposed solutions to them where found.  It is also indi-
cated that organizations are to make analysis whether these challenges could be managed and 
consequently decide on whether to adopt CI or not.  There is a lack of research on expected cost 
of adopting CI/ CD and further on-depth research regarding actual costs would be needed in the 
future.  
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1. INTRODUCTION 

Software development incorporates various methodologies in developing and 

testing circles. The most used of these are continuous integration and continuous 

delivery, Agile, an approach that defines iterations to software development and 

project management [41], and Development and operations (DevOps). Though 

DevOps, agile, CI/ CD are different, they complement each other [1].  

Software development methodologies serve as skeletons for defining tasks per-

formed at each step such as requirement gathering, analysing, designing, imple-

menting, testing, and maintaining in the software development process [2]. Agile 

acts as a chain connecting the gaps in communication between developers and 

customers [1]. Agile focuses on the development process as it provides an alter-

native to traditional sequential software development through employing customer 

collaboration and a whole team approach [3]. CI/ CD holds the uttermost im-

portance when adopting agile methodology; in other words, it is an agile best prac-

tice [4]. 

DevOps is a culture; it helps in providing a blueprint for the stages used in CI/ CD 

[5]. Serving as a chain connecting IT operations and developers, DevOps helps 

in breaking down the barriers between engineering and operations; it offers cross 

training about both side’s skills. That leads to an overall increased ability in par-

ticipating in each other’s tasks and more high-quality collaboration and robust 

communication [1]. CI/ CD focuses on technical practices highlighting tools used 

in the automation process. 

While there have been instructions on how to adopt CI/ CD, there has not been a 

lot of research done on what challenges could be associated with adopting such 

a discipline; this study aims to investigate what these challenges could be and 

whether the benefits outweigh such challenges [10]. The research question in this 

study is what the pros and cons of adopting CI/ CD are, throughout studying the 

stages of the methodology, hence, associating the benefits and challenges with 

each possibly used stage. This study could be useful for developers for under-

standing how useful implementing CI/ CD could be and what kind of challenges 

to expect with the implementation, besides knowing proposed solutions for such 
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challenges. The literature is collected from official documentations on the technol-

ogies used in the stages and from previous studies, articles, and research papers. 

The rest of the thesis is structured as follows: Chapter 2 explains the difference 

between CI and CD, and examines the most common stages adopted by organi-

zations already utilizing CI/CD, from the build stage to the deployment stage to 

the production side, Chapter 3 lists most discussed benefits and challenges as-

sociated with adopting CI/ CD, Chapter 4 serves as a general discussion on the 

findings and aims at finding solutions for the most reported challenges; Chapter 5 

concludes the study. 
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2. CONTINUOUS INTEGRATION AND CONTINU-

OUS DELIVERY 

Continuous integration and continuous delivery (CI/ CD) are a coding methodol-

ogy and set of practices. Once developers within the same or different teams are 

done with implementing small changes, they need to commit these changes to 

version control repositories frequently. Developers in different teams, sometimes 

even in the same team, are mostly using different platforms, tools, and technolo-

gies. The team needs a mechanism to integrate and validate these changes. Test-

ing in Continuous integration expands beyond utilizing automated testing frame-

works, which can help development teams and quality assurance engineers know 

whether a software build passes or fails [6]. 

CI/ CD is a growing field of interest in the industry. As for being competitive in 

today’s market, corporations are to launch new features that matter to their users 

faster than their competitors and getting quicker feedback on the work is crucial 

to achieve faster deliveries. According to Fowler “The whole point of continuous 

integration is to find problems as soon as you can and receive frequent feedbacks” 

[25]. It is up to decision makers in corporations to decide on whether to adopt CI/ 

CD or not. However, this is a question that could be answered by investigating the 

pros and cons associated with utilizing such a methodology. 

As mentioned earlier, Agile is just an iterative approach focuses on the develop-

ment process supporting CI/ CD in achieving one of its main goals which is re-

ceiving quicker feedbacks. When an organization is lacking CI/CD as Figure 1 

shows, there is going to be an extensive process required at every stage of the 

software delivery cycle. The organization is presumably not Agile [30]. And with 

such, delivering the product to the customer would take longer than expected, as 

there are always extra and unexpected layers of approvals added.  Even the 

smallest software changes would not be an exception. 
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Figure 1. Integrating, testing, and delivering a software without CI/ CD. [30] 

 

 

What CI/ CD aims at, as shown in Figure 2, is continuously receiving feedbacks 

for small sections within the project and eventually on the whole project. One of 

the most common frameworks for Agile is Scrum, where the project is broken 

down into features and these features into user stories, which are continuously 

integrated [31].  

 

Figure 2. Integrating, testing, delivering a software product with CI/ CD [30]. 

 

 
Even though CI and CD are often mentioned together, they are not synchronous. CD 

might either refer to continuous deployment or continuous delivery. 
 

 

2.1 Continuous Integration 

CI puts emphasis on building, integrating, automatically testing, and packaging 

the ap-plication, helping with checking that the application will not break whenever 
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any changes are made to the code, and allowing a release of the application 

whenever requested. With consistency in the integration process in place, teams 

are more likely to commit code changes more frequently, and that leads to a better 

quality in the code and quality assurance. [6] 

Testing the code frequently is a prerequisite in CI; the goal is to deliver quality 

products to the customers. Continuously testing a code is often implemented 

within a set of auto-mated regression, performance tests in the CI pipeline. 

Teams adopting CI may opt to deploy their codes to the production side as fre-

quently as they wish, on a daily or even hourly basis. 

 

Figure 3.  Embodies frequency in integrating codes in CI. Features are integrated with 
small increments instead of waiting before an official release is announced. [7] 

 

 

2.2 Continuous Delivery 

CD starts from the endpoint of CI. CD allows manual release of an application to 

certain infrastructure environments. Teams within the same organization are often 

working with multiple environments other that of the production, and CD helps in 

ensuring that the developed application will not break whenever any code 

changes are pushed. The code is manually delivered to the production side when-

ever needed [8]. The goal of continuous delivery is not necessarily to deploy the 

result, but to ensure that the result is deployable. The mechanism of continuous 

delivery is the continuous delivery pipeline (CDP). Nevertheless, CD is not always 

the optimal solution for delivering an application to the customer [9]. 
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Figure 4 shows the steps followed by the pipeline in CD, which takes CI further by a button 

click. [6] 

 
 

 
Figure 5. The conceptional difference between CI/ CD. [10] 
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2.3 Continuous Deployment 

At this level everything is automated, human intervention is not needed. All the 

changes passing the stages in the pipeline are released to the customer. CD pro-

vides a regular and continuous feedback from customers and allows all the work 

done by developers to be continuously reviewed. Not all corporations integrate 

CD as it is considered an advanced phase of delivering the product. [31] 

 

Figure 6. The difference between continuous delivery, where deploying is manual and 

continuous deployment, where deploying to production is automatic. [12] 

 

 

2.4 Stages of the CI/ CD Pipeline 

 

Figure 7 depicts the stages within a continuous integration pipeline, viewed from 

the perspective of adopting them on integration servers such as Jenkins, Travis 

CI, Bamboo. The actions taken during each step are written in a build script. The 

stages achieving the desired outcome of mainly getting quick feedback on the 

code and required to maintain the health of the application, are described concep-

tionally. The stages in the pipeline are stated in a configuration file, which allows 

a customization of the stages that the application could go through.  
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Figure 7. Stages of continuously integrating and deploying a software engineering product 

[10] 

 

 

Frequent feedbacks are achieved from frequent builds in a CDP. Every time there 

is a code change, the Repository, where the codes are pushed to, notifies the CI/ 

CD server. This triggers CDP for building and testing the application, and if all 

configured stages are passed, it is ready to be deployed in the Artifactory. As 

depicted in Figure 8  

 

 

Figure 8 Workflow of integrating code into a CDP, building the application is a repet-
itive process.[44] 

 

2.4.1 Version Control  

 

Developers continuously commit their changes into Version Control Systems 

(VCS). VCS help us track all changes committed so that they do not get lost. 

Nowadays, Subversion and Git are the most widely version control systems. [13] 
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Subversion is a centralized version control system (CVCS), Git is a Distributed 

version control system (DVCS). CVCS has a separate server and client. Devel-

opers using CVCS have control only on the files they are working on, whereas 

DVCS focuses on sharing code changes, allowing developers to have full control 

on the project on their local machines by having a full version history. [32] 

     CI requires that the codebase must be under version control. Every change 

applied to the codebase must be safely stored in a dedicated VSC. Once the code 

is in version control, it can be accessed by the CI tool. 

 

Git is a powerful VCS, and its characteristics serve CI in many ways, some of 

these are: 

•  Huge branching capabilities: Feature branches provide an isolated environment 

for every change in the codebase. As discussed earlier the first step in the deploy-

ment process is committing the code changes. That cannot be done without cre-

ating a new branch, no matter how big or small the change is. This ensures that 

the master branch only contains code that can be used in the production environ-

ment [14].  

•  Distributed development: Every developer can access the whole repository in-

cluding its history and can work on it locally.  

•  User Authentication: Changes are traced with their commit ID and their author 

identity.  

• Efficiency in handling large projects: Performance testing, which is a testing 

practice that aims to determine how a system behaves in terms of stability under 

a particular workload, indicates that Git is fast.  

• Garbage Collection: Git optimizes the memory usage by freeing up disk space 

and packing similar objects together. [33] 

Once changes are committed to a version control system, the pipeline assembles 

the application, in other words compiling the application and pulling the depend-

encies, which are anything needed for the application to work, such as modules 

or libraries. Build stages allow us to run applications in a sequential order and 

multiple parts of the application in parallel. [15] 
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2.4.2 Code Review 

 

When a single developer is working on a project, they could commit their changes 

by pushing them to the master branch in the VCS [16], or a dedicated branch. 

However, a team working on a single project need to use a different approach, 

which is code review; the code review process should not consist of one-sided 

feedback. Code review is essential because it does not only check if the code is 

free of bugs but also, confirms that the code adheres to certain guidelines, i.e., 

styling, functionality. There are multiple ways of reviewing the code, email pass-

around, pair programming and Gerrit code review, the latter is one of the most 

popular nowadays. [17] 

 

Reviewing other developer’s work is done in Gerrit, where the last version of the 

code is stacked alongside the changes made by the developer. This approach is 

called Side-by-side patch view as depicted in Figure 8. 

 

 

Figure 9. Side-by-side patch view used in peer reviewing in Gerrit. [17] 

 

 
A review is done through voting, where the highest vote is +2 and the lowest is -

2. Once the change achieves a +2 review by two different developers, mostly 

seniors, it moves into the CDP for testing. The pipeline tool detects the changes 

made in the source code repository, pulls these changes, and starts a new build. 

If the build succeeds, the changes get merged into the master. Otherwise, the 

team responsible for the changes will be notified. The pipeline tool will continu-

ously keep looking for changes made in the source code [18]. 
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2.4.3 Unit Testing 

 

Adopting CI requires intensive testing; ensuring that the product can be reliably 

shipped to the production side requires various stages of testing, starting from 

small changes to the final current version of the whole product. 

Unit testing, where discrete components of a software are tested, is the first step 

in testing a continuously integrated software. Usually based on a single input, unit 

tests are meant to validate that each unit of a software behaves as expected. I.e. 

testing the expected behaviour of a function against what it results. It is essential 

that unit tests are written throughout the development process as it would be very 

difficult to trace a bug if a discrete component of a software is not tested individu-

ally. Unit tests are usually conducted by the same developer who wrote the code, 

making them simpler than other types of tests. [45] 

Unit tests should be quick as they require no external resources, and because of 

their pace and coverage of small units, besides requiring low maintenance, and 

therefore being cost-effective, they could be viewed as the first line of defence 

against bugs. Because a small bug would inevitably result in defected application 

when deployed to the production side, unit tests are very important to the overall 

health and maintainability of an application. [19] 

 

 

 

2.4.4 Code Quality Analysis 

 

Analysing the code in terms of its security vulnerabilities and against a set of cod-

ing rules ensures the codes readability and maintainability. Code quality is crucial 

as it impacts the overall software quality. [20] 

A high-quality code can do what it should, follows the expected behaviour, follows 

a consistent style, is easy to understand, includes proper documentation, and is 

testable. Codes are best analysed with automation tools that run static analyser 

over code early and often.  
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One of the most popular platforms to run automatic static analysis is SonarQube, 

an open-source platform [21]. 

SonarQube examines the code based on several criteria such as: complexity of 

the code, number of lines, vulnerabilities, false positive issues and more [37]. If 

the code fails to comply with its rules, it raises an issue. 

SonarQube has an exhaustive list of metrics, some of them are: [34] 

• Reliability: Examining bugs in the code and an estimate effort associated with 

fixing such bugs. 

• Security: Examining vulnerabilities, their severity, and the effort associated with 

fixing them. 

• Maintainability: examining code smells and technical debt (TD), which is the effort 

associated with fixing all maintainability issues. 

SonarQube analyses the code according to four main types of issues: [36] 

• Code Smell: A maintainability issue that could possibly suggest a deeper problem 

in the application. 

• Bug: A maintainability issue that could result in breaking the code.  

• Vulnerability: Security issue that puts the application at risk and as such needs 

to be fixed immediately. 

• Security Hotspot: Highlighting a security-sensitive piece of code that needs to be 

reviewed, upon which, it is determined whether there is either no threat or that 

fixes to the code must be applied. 

 

 

2.4.5 Integration Testing 

 

Integration testing is a level at which individual units of a software application are 

grouped and tested as one entity. This level of testing helps expose bugs and 

faults occurring with the interaction between unit tests to verify functionality of unit 

tests together [22]. Integration tests can also quickly detect issues happening 

when an application communicates with an external system. This includes exter-

nal resources such as networks, databases or any third party components .This 
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is an important step as the customer might be using extra components and that 

would require the developers to test how the application interacts with such com-

ponents. Integration testing broadens the test coverage and improves the reliabil-

ity of tests.  

There are two main types of integration testing, one of them is Big Bang approach, 

at which all unit tests are merged and tested at once. Another is incremental inte-

gration testing, which is divided into three types, Top-Down, Bottom-Up, Sandwich 

integration tests.  Incremental integration tests are performed by connecting two 

logically related modules and testing them together and incrementally increasing 

the test coverage till all modules are tested. [46] 

 

 

 

 

Implementing integration tests are time-consuming as it requires a lot of setup. 

The tests are difficult sometimes because they depend on external factors such 

as platforms, environments, and databases. And there might be less compatibility 

between two systems developed by two different corporations. Choosing the ap-

propriate approach for integration testing is quite challenging because there are 

advantages and disadvantages of choosing each. However, implementing a solid 

set of integration tests is one of the best things you can do to ensure the long-

term stability of your application. 

 

 

2.4.6 System Testing 

 

System tests are carried out to ensure that the whole software system is compliant 

with the requirements and specifications. Therefore, they require a fully installed 

system. Such tests ensure that the external interfaces such as Graphical User 

interfaces (GUIs), and Web page endpoints, work end to end as expected. Sys-

tems tests are usually lengthy in runtime besides having extensive set-up times. 
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 The key to having successful system testing is having proper initial unit testing. 

This eliminates the risk associated with faulty components within the whole soft-

ware, resulting in faster and more efficient system tests [47]. System testing is 

performed by a testing team rather than the development team. That ensures hav-

ing an independent work platform. 

There are four types of system testing: [50] 

• Performance Testing: Determines how the system performs in terms of speed, 

stability, and reliability. 

• Load Testing: Determines how the software responds under extreme loads.  

• Stress Testing: Determines how the software responds under different loads in 

terms of intensity. 

• Scalability Testing: Checks how the software performs in terms of scaling the 

user request load up and down.  

 

 

 

 

 

 

 

2.4.7 Acceptance Testing 

 

After individual codes pass previous stages of testing, they are integrated into the 

pipeline for acceptance tests, which is the stage of testing the whole system for 

acceptability. The main purpose of acceptance tests is ensuring that the final prod-

uct complies with the requirements created by the customer. And verifies that the 

product meets the quality standards of agreed upon between the customer and 

the product owners [23]. 

Acceptance tests holds the role of evaluating the system in a production-like test 

environment. This gives an insight on how an external user perceives the system 

[38].  
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One prominent aspect of making acceptance testing efficient is test driven devel-

opment (TDD), which is a development technique where writing tests comes be-

fore the code implementation by writing a test that fails and the only way to make 

it pass is by writing a proper code implementation [38]. 

Acceptance criteria come in different suites: [47] 

•  Functional: Testing the functionality of the application.  

•  Non-functional: Testing the application for criteria such as security, maintaina-

bility, reliability, performance. 

Acceptance testing come in types some which are: 

• User Acceptance Testing (UAT): Also referred to as, End-User Testing, where 

the product’s functionality is tested for verification from the end user’ perspective. 

• Business Acceptance Testing (BAT): Determines whether the product complies 

with the business goals in terms of both functionality and non-functionality. As 

they focus on business profits, BAT could be quite challenging because they 

should always meet the changing market conditions.   

2.4.8 Artifactory 

 

Codes that survive all the previous stages can be merged into the master. How-

ever, keeping versions of such releases provides a library at which any version of 

the application can be dispatched whenever considered ready [24]. This allows 

making modifications easy whenever the customer requires changes in the appli-

cation. The VCS tags the version either as a patch release, which could refer to a 

regular release for the product i.e., minor new features, bug fixes or enhance-

ments. Or as hot-fix, which is a reported issue by the customer that is needed to 

be fixed as soon as possible, a hot-fix is released on request, whereas a patch 

version is released at regular intervals [35]. 

Artifactory is similar to source code repository. An artifact repository includes arti-

facts that are the result building the application. It stores metadata, which is data 

needed by the application and described by another data, such as versioning and 

dependencies. [48] 

Keeping the application’s versions in the repository has numerous advantages in 

a CDP such as: [48] 
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• Highly available and stable systems: As DevOps aim to, the system should 

be kept running. As it is crucial that the system could be deployed in high 

availability whenever needed. 

• Managing many binaries of the system across different platforms: Only 

one copy of the system configuration, which is referred to as binary, is 

stored, and the copy could be accessed by different teams. Therefore, 

there is no need for replicating extra environments to support the develop-

ment cycle.  

• Security, Access Control and Traceability: The binary itself could be ac-

cessed with different access rights among teams, mitigating any security 

vulnerabilities. I.e. restricting access to reliable third-party resources that 

are already approved.  
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3. BENEFITS WHEN ADOPTING CI/ CD 

There are numerous benefits associated with adopting CI, from the build to the 

deployment stage. A developer can debug their codes more easily, as errors can 

be associated to small increments in code, fixing these small incremental errors 

prevents accumulating these errors into a big chunk of bugged code [25]. Merging 

the code frequently helps in avoiding merge conflicts [26]. CI allows finding likely 

problems that might arise during the development stage earlier and that improves 

product predictability [27]. The overall result of all these benefits is increasing the 

productivity by reducing the time spent chasing and correcting these integration 

bugs. 

 

 

3.1 Frequent Builds 

 

The fundamental benefit of CI comes from removing lengthy sessions at which 

people spend time hunting bugs without even knowing who was responsible for 

this bug happening [32]. Frequent builds allow developers to catch bugs earlier 

by making small segments of the code. That makes developers less worried about 

breaking their builds and let them spend less time debugging [28]. 

 As the first phase in CDP, the build phase constantly and incrementally merges 

code changes along with testing and security validation. Frequently building an 

application is not inclusive to compiling it. Building an application is followed by all 

the other phases stated in the pipeline configuration such as testing and code 

quality analysis.  

 

 

 

3.2 Testing in the Cloud 
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Modifications in the code could be constantly saved in the cloud, an online hosted 

environment that allow controlled setup of environment, freeing up space in per-

sonal machines [29]. Developers and testers can trace back a change made to 

the code with its date and author of the change. Tracing these changes make 

corrections much easier and faster. Hence, developers would not keep tons of 

copies as a backup whenever there are modifications to the code just in case a 

build or a test fails, or something goes wrong. 

Cloud testing allows controlled conditions that could clear out any imminent prob-

lems in the production side when deploying the application. For that the environ-

ment in both the development and the production sides are to be identical. [51] 

Cloud testing benefits are not only exclusive to memory optimization but could 

also include providing scalable services and improved collaboration. [52] 

 

3.2.1 Scalable Reinforcement  

 

The cloud allows the application to be scaled in volume, capacity. The cloud pro-

vides platform-as-a-service (PaaS), which is a whole set-up development envi-

ronment in the cloud with the customized resources that could serve from simple 

applications to sophisticated ones. PaaS includes an infrastructure for applica-

tions to run on, servers, customized storage, databases. Therefore, PaaS reduces 

the expenses and complexity of buying software licences separately. [53]  

3.2.2 Improved Collaboration 

 

Because of its nature in allowing resources to be globally available. Cloud Testing 

unifies development procedures, complying with DevOps principles that aim to-

wards continuous collaboration among project participants, facilitating the process 

of continuously delivering the product releases.  The Genuity of testing through 

the cloud assures overall high quality for the application. 

 

3.3 Faster Deployment 
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A mature pipeline would allow automatic deployment of the code to the production 

if all build tests pass. Unlike the pattern followed by CI would depend on small 

changes, developing the code as big chunk means that the code would need to 

be tested once all developers finish their small increments. And that leads to in-

evitable bugs and therefore delays in deploying the product to the production side.  

CI helps us ensure that code works in the production side since the development 

environment is ideally matching the production environment [7]. Aiding in avoiding 

the hassle of testing and chasing bugs after the program is thought ready to be 

deployed steering clear of the long sessions of testing that would cause customer 

frustration. 

Keeping binary versions in the Artifactory keeps the product in a deployable state, 

with just a simple button click, a requested version of the application is ready to 

be shipped. 

3.4 Quality Assurance 

 

Frequent deployments would mean having frequent communication between the 

developers and the customers, even if not directly, and that allows more frequent 

and faster feedbacks [30], which is the whole idea behind Agile and DevOps. 

Hence lowering the risks of developing unnecessary parts in the project. And that 

ensures that things would not go wrong due to miscommunication. Continuous 

delivery aims to keep a product continuously in a releasable state. Thus, if the end 

user requests a release at any given time, it should be reliable. Raising the overall 

quality of the process [30].  

Quality assurance is categorised in three main roles [39], 

• Testing: Packing a set of tests such as Integration tests, helps developers access 

these tests whenever needed, assuring the code quality in the long run. 

• Delivery: Deliveries can be done automatically or deployed whenever needed. 

• Optimization: One of its aspects is making the code self-documenting. This is 

huge aspect in assuring the quality of the work. Unit tests help developers under-

stand the expected behaviour of the code without actual written documentation.   

Quality assurance also refers to the overall quality of the code tested by Static 

Analysis tools, which as indicated earlier, help in testing the quality of the code in 

terms of security, maintainability, and reliability. 
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4. CHALLENGES WHEN ADOPTING CI/ CD 

4.1 High Initial Cost and Effort 

 

Setting up the CI pipeline can be time consuming [30]. Initial adoption of CI re-

quires a huge effort for setting up the right environment that would ensure proper 

building and testing. The development environment should match the production 

environment and that also requires hardware resources needed for the test envi-

ronment to mentor the performances of the product in different situations. The 

perceived initial effort for adopting such CI system could discourage product own-

ers from the adoption [10]. 

 

 

 

4.2 Testing Automation Related Challenges 

 

One prime challenge in test automation is that it requires a lot more initial effort 

than manual testing. Lack of proper testing might lead to broken code in the pro-

duction side. Therefore, making sure that the tests are thorough is not a simple 

task. Automated tests also require skilled testers or that the existing testers would 

be trained, besides having the skills needed for adopting new tools [30].  

Not all products or their components can be tested, a complex software that has 

multiple dependencies that are implemented in a way that it would accept testing 

requires a lot of communication to have a thorough understanding of what  makes 

the application testable. Another type of mostly reported test fails are flaky tests, 

which are tests that fail sometimes even though there might not be bugs in the 

code. Such tests are time-consuming and could result in a lot of frustration to the 

developers [10]. Another common problem is UI testing bearing in mind the fact 

that the user interface of the application is the part that undergoes changes most 

frequently could cause unexpected outcomes in the test environment.  
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4.3 Integration Related Problems 

 

Integrating the code changes regularly are undoubtably very helpful for tracing the 

changes. However, it should be done in a proper way. A lot of problems come 

from broken builds, large commits, and merge conflict, which arises when different 

developers make changes in the same line, for instance, one developer edits a 

file, and another deletes the same file.  [10] Reports 7 reasons behind integration 

problems. The two most critical ones are: 

• Broken builds:  become problematic when a build breaks, fixing and maintaining 

such build takes a significant effort. 

• Slow integrations approval: become problematic when integrating changes be-

comes a lengthy process by strict approval processes, for instance approval by 

a project manager.  

 

 

4.4 Security Related issues  

 

One major challenge in implementing CDP is dealing with security issues. The 

availability of the application components and its dependencies on external tools 

could create risks. Some of these risks are: [54] 

 

• Security Risks in servers:  Servers accessing the application could jeopardize the 

applications security. Such issue is prominent when testing on the cloud.  

• Security Risks in CI server: Since CI servers could be accessed from anywhere. 

There is a risk of modifying or deleting the CDP if there are no proper access 

right mechanisms implemented.  

• Security Risks in the VCS repository: User authentication using password is the 

only way of securing access.  
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5. DISCUSSION 

 

5.1 Frequent Builds vs. Integration Related Problems  

   

Since we used as the example VSC in this study; it is obvious that Git serves CI/ 

CD pipelines in tremendous ways, such as creating a branch that holds a specific 

change before the change gets accepted and merged. Yet since some issues 

might arise when developers try to push these changes, for instance, merge con-

flicts, integrating small changes and constant communication between developers 

is crucial. And in case integrating some changes would result in broken builds, the 

fastest fix is reverting to the mainline [25]. [10] Discusses in details the reasons 

behind broken builds and proposes three solutions to them.  

• Rejecting bad commits: a practice by which commits that automatically fail pre-

requisites and standards, i.e., failing some tests are rejected from merging, keep-

ing the branch always functional. 

• No Branches: Keeping only one main branch to contain all the code changes and 

no other branches are allowed prevents possible problems caused by long-run-

ning branches. 

• Monitoring build length: keeping the build length as short as possible and taking 

actions if the build gets lengthy.  

 

 

 

 

 

 

5.2 Implementation vs. Initial cost and effort 
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As discussed earlier, implementing a CI system would have numerous ad-

vantages in general. According to [42], In 2018, 38 percent of organizations that 

undertook DevOps practices along with CI exhibited a revenue growth of 10 per-

cent more than that of prior year. On the other hand, only 25 percent of those who 

have not adopted CI had a comparable growth.  

According to [10] The initial effort in implementing CI refers to: 

• Resources: Effort in fixing and maintaining broken builds, Insufficient hardware 

resources, network latencies that could cause delays in builds.  

• Human and organizational factors: lack of motivation, lack of experience, lack of 

discipline.  

 

And there are specific recommendations on resolving such issues 

Human and organizational factors could be mitigated with these practices: 

• Situational help: providing help needed by members in related situations aids in 

mitigating lack of experience of these members. 

• Training: Organizing sessions for the team to be comfortable with implementing 

a CI/ CD system and maintaining it could mitigate the lack of experience.  

• Demonstration: Constantly exhibiting to team members how important undertak-

ing DevOps practices along with implementing CI/ CD would benefit both individ-

uals and organizations. 

 

Resources issues could be mitigated with these practices:  

• Tooling: providing enough tools that would be able to provide a an easy-to-follow 

feedback for all the stages in the pipeline.  

• Providing hardware Resources: providing enough hardware resources that could 

simulate a production-like environment.    

Since cost might be a hindering factor for organizations to choose all tools and 

resources needed for implementing a CI system. Making a cost analysis is essen-

tial for the organization to decide which tools and resources to choose.  
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5.3 Multiple stages of testing vs. Testing Automation Chal-
lenges 

 

The fact that a snippet of code goes through unit testing, the whole application 

through integration testing, and the application’s quality is assessed from an end-

user perspective, helps ensure that the code is free of bugs and complies with the 

quality assurance.  

However, the issues mentioned earlier could be a challenge in the pipeline. In this 

section some recommendations are proposed for these issues: 

5.3.1 Flaky tests 

 

Tests that pass or fail periodically without change in the actual implementations 

are tricky and cause a lot of issues. [43] lists ten categories of flaky tests and 

discusses three of them in details: 

• Async wait: such problems occur because the test and the application under test-

ing are running in separate processes. For example, a test that is expecting a 

response from a server is not properly synchronized to wait for the server to re-

turn a response.  This can be resolved with configuring the test to wait for a spe-

cific period before the response has been received.  

• Concurrency: such problems occur because of a non-deterministic nature of the 

test. Such as a code that can produce different valid outcomes, yet the test is 

expecting an exact outcome. This issue could be resolved by making a more 

generic test that could accept all valid outcomes. 

• Test order dependency: such problem occurs when tests depend on frequently 

changing data.  Such as adding data to a database. This can be resolved by 

rolling back the database to the previous state after the test finished executing.  

 

5.3.2 Complex software with multiple dependencies  

 

Testing a software gets more challenging when it depends on a lot of external 

resources. This might cause the tests to be slow, a problem in Agile practices, 
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especially if there are expected release dates for the software.  Some recom-

mended practices for speeding up tests are: 

• Containerization: Using cloud technologies to package a software into Standard-

ized tests for development, shipping, and deployment. And bundling the code 

with its minimum requirements needed to run. Such approach also helps running 

the tests in parallel, resulting in higher speed and efficiency [40]    

• Modular Testing:  breaking down the application into small functionalities. Such 

practice helps creating a road map that is easier-to-follow.  

5.4 Security Validation vs. Threats 

 

Enhancing security mechanisms in a CDP is essential and could be achieved by 

several methods including: assigning different roles and having strong authenti-

cation passwords for the VCS. Team members should be granted different levels 

of access. It is also crucial for servers in which CDP could depend on to be se-

curely configured. And totally isolating testing and production environments [55]  

5.4.1 DevSecOps 

 

The term DevSecOps, Development Security Operations, describes a security fo-

cused, continuous delivery, software development life cycle (SDLC). 

DevSecOps are built upon the general practices of DevOps, adding the security 

mechanisms that should be followed to secure a CDP. DevSecOps injects active 

security audits into agile development. And promotes that applying security into 

the product comes hand in hand with its planning and development rather than to 

its final version.  DevSecOps promotes collaboration rather than handing in secu-

rity principles to team members, as everyone engaged in the development of the 

application knows it should be secured. DevSecOps operate on continuous secu-

rity, as in continuous integration, every change within the code should be checked 

for its security robustness. DevSecOps operate in layers including: [56] 

• Security unit Testing: Testing the security of the applications components 

is as crucial as testing their functionality. 

• SAST (static analysis security testing): Alongside detecting violations in 

coding best practices, static code analysers detect security vulnerabilities. 
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Static analysis tools such as SonarQube detects violations in the coding 

best practices along with detecting security vulnerabilities.  

• DAST (dynamic analysis security testing): Unlike SAST, DAST detects vul-

nerability in the application if communicating externally in its running state.  

Such mechanism is helpful in detecting violations in servers that have ac-

cess to the pipeline.  

 

Introducing DevSecOps is crucial when planning and implementing a CDP, as it 

offers protection for the application from both internal and external threats.  
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6. CONCLUSION 

Working in the software engineering domain does not only mean working with a 

set of codes. Such requires a methodology and a set of practices that would serve 

delivering these codes optimally. There are numerous approaches used in soft-

ware engineering, and continuously integrating (CI) the codes is one of the most 

widely used ones nowadays. This study tries to mainly answer what are the ben-

efits and possible challenges when adopting continuous integration. As discussed 

earlier, the stages are not necessarily identical in all continuous integration pipe-

lines but are the most common when corporations adopt CI. Building, thoroughly 

testing, and keeping the product in a deployable state are essentials. 

 

There are a lot of issues that would come across within these stages, however, 

the benefits are numerous. Continuously integrating the changes of the code help 

us track bugs early on, free personal workstations of all the versions of these 

changes, checking the quality of the code changes, and having the product kept 

running so that it could be deployed whenever needed and more. All these bene-

fits result in a higher productivity by developers, less frustration, and keeping on 

track with the deadlines put by the customer. And on the customer side, more 

satisfaction. 

 

Nevertheless, reaching all these benefits would not come easily, setting up a con-

tinuous integration and delivery pipeline (CDP) requires experienced testers and 

DevOps engineers and that would come hand in hand with higher cost, resource 

demand and time needed. Besides automation testing problems, which are the 

most widely reported by corporations when already adopting CI/ CD. However, 

such drawbacks can be managed and mitigated. Setting up the tools and environ-

ments might be initially costly and time consuming, Nevertheless, worthwhile in 

the long run.  

According to the findings based on the discussion on the effort needed for imple-

menting CI, resources and organizational factors are the main challenges. And 

these could be mitigated by allocating enough tooling and resources, proper train-

ing, communication between team members, and providing expertise to team 
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members whenever needed. Solving integration related problems could be re-

solved by rejecting bad commits, monitoring build length, and practicing no 

branches principle. Resolving test automation related challenges, which is the 

most reported challenge, could be done with dealing with flaky tests and dissect-

ing a complex software to small stand-alone sections. Resolving security issues 

does not only come with installing strong security mechanisms but also with 

properly assigning access rules to members and raising awareness on security 

issues. Following the principles of DevSecOps could be part of a resolution.  

 

 

Overall, this study highlights the fact that the benefits of adopting CI/ CD out-

weighs its challenges if there are resources, security mechanisms and proper ex-

pertise given to maintaining a CDP. Organizations are to make specific analyses 

to determine whether to adopt CI/ CD.  
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