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Abstract - Internet of Things-based devices are equipped 

with sensors and network connections to collect data and 

store this data to cloud services. This collected data allows 

operational decision-making processes to be based on a 

more accurate picture of the current state of physical 

environment than before. Existing data collection methods 

often rely on sensors in fixed locations to obtain 

environmental measurements. Such a solution is not very 

scalable in terms of the density of the measuring points. In a 

dynamic environment, the cost of maintaining such fixed-

based solutions may also be high. A more flexible solution 

will be achieved by equipping an autonomous mobile robot 

with sensors. Mobile robots are increasingly being used for 

data-gathering in a wide range of environmental 

applications. However, a robotic solution can be expensive. 

In this paper, we present a low-cost solution based on open-

source components. The solution utilizes a robot operating 

system, sensor and IoT-board based on open-source 

implementation. By implementing a pilot project, we 

concretize the potential of our approach to environmental 

monitoring. Potential application areas of this solution 

include the microclimate control of greenhouses and 

warehouses, for example.  
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I. INTRODUCTION 

Environmental sensing includes the processes and 
activities to characterize and monitor the quality of the 
environment. Recent advances in environmental sensing 
technologies have introduced a wide range of new 
environmental sensors with reduced cost and size. This 
opens new possibilities to put into service a wide variety 
of smart applications which improve the efficiency of 
production processes and human well-being.  

The Internet of Things [1][2] connects environmental 
sensors to the Internet allowing interaction between the 
physical and digital world. The computer-based digital 
world includes cloud services, data analytics and other 
software-based intelligent services. This interaction 
enables real-time data collection from the physical 
environment and to store the collected data to cloud 
services. Therefore, environmental sensing with IoT 
approach enables a continuous view of the current state of 
the environment. The collected real-time data allows 
decision-making processes to be based on a more accurate 
picture of the current state of physical environment than 
before.  

Existing environmental sensing methods often rely on 
sensors in fixed locations to obtain measurements. For 
example, Wireless Sensor Network have been utilized to 
implement such measurement solutions [3][4]. However, 
such solutions are not very scalable in terms of the density 
of the measuring points. In a dynamic environment, the 
cost of maintaining such fixed-based solutions may also 
be high. A more flexible solution will be achieved by 
equipping an autonomous mobile robot with sensors. 
Mobile robots are increasingly being used for data-
gathering in a wide range of environmental applications, 
because robotics is seen as a promising tool to enhance 
environmental data collection [5].  

Unfortunately, a fine robot-based implementation can 
sometimes be too expensive.  Large-scale utilization of 
open-source components can offer a solution to this 
problem. Open-source software and components are often 
cost-competitive. In addition, open-source is a 
development model that has shown many other significant 
benefits in many application areas [6][7][8]. The functions 
contained in an open-source implementation are 
manageable. It can be ensured that the code contains only 
the functionalities required for implementation. Open-
source applications can be developed with an iterative 
approach.  This allows implementation to be modified 
during development to meet new requirements. The small-
scale development process remains flexible enough to 
accept case-by-case changes. Open-source 
implementations are also often reliable because of the 
motivated team of experts involved in development and 
testing. Obviously, the open-source approach also has its 
drawbacks, as disclosed in the papers [6][7]. 

This paper presents a low-cost and flexible solution for 
environmental sensing. The implementation is based on 
open-source components. The solution utilizes a ROS 
robot operating system, RuuviTag sensor and Raspberry 
Pi IoT-board to achieve a low-cost solution. By 
implementing a pilot project, we concretize the potential 
of our approach to environmental sensing. Potential 
application areas of this solution include the microclimate 
control of greenhouses and warehouses, for example. 
Robots can also be used in environments where it is 
unsafe for humans to enter. Compact robots may also 
reach places that are inaccessible to humans. 

The rest of the paper is organized as follows. Section 2 
introduces the backgrounds techniques of our pilot 
project. It also briefly presents some related works. 



Section 3 presents the pilot project. Section 4 presents the 
main conclusions of the project. 

II. BACKGROUNDS 

A. Components of the pilot project 

The mobile robot used in the pilot project is Turtlebot 
2. The robot moves by adjusting the speed of the drive 
wheels. The robot's movement and positioning utilize 
odometry, which analyzes the distance traveled by the 
drive wheels [9]. In addition, the robot has sensors to 
detect obstacles. It is powered by the battery. The battery 
is recharged at a docking station where the robot can dock 
independently when the battery charge level is too low. 
Turtlebot2 is provided with different kinds of sensors, 
including Microsoft Kinect 360 3D depth camera. 

ROS (Robot Operating System) [10] is an open-source 
operating system developed for robot control and 
management. ROS is a meta operating system that runs on 
top of the Linux operating system. It has a modular 
structure and is supported by a large number of special 
software packages. Its role is to manage software 
packages and control communication between different 
processes. Software packages can be utilized in 
autonomous navigation and in the design of motion paths, 
for example. Its programming is not tied to a specific 
programming language. 

Raspberry Pi is an open-source IoT board for 
providing a complete Linux computer at a very low cost 
[11]. It is a card-sized minicomputer that can operate also 
with the power of a battery.   Raspberry Pi provides an 
interface for sensors and actuators through the general 
purpose I/O pins. Sensors can also be connected to it via 
wireless connections such as Bluetooth.  For control 
purposes, it can be connected wirelessly via a WLAN port 
by using a secure shell (SSH) session, for example. 

RuuviTag is an IoT-sensor including a circuit board 
that comes with a waterproof and breathable plastic 
housing. The circuit board contains a sensor for measuring 
ambient temperature, relative humidity and barometric 
pressure. In addition, the circuit board includes its own 
sensor for measuring acceleration. It is powered by a 
battery that is promised to function for a few years. For 
communication purposes, the circuit board includes a 
Bluetooth chip that enables communication with other 
devices, such as smartphones or Raspberry Pi. RuuviTag 
does not have its own IP address. If its data must be read 
via the Internet, it must be connected via Bluetooth to a 
Raspberry Pi-based Internet server, for example, 
RuuviTag is able to communicate with Raspberry Pi with 
the help of an open-source Python library. Above all, 
RuuviTag has an open-source firmware. This way it can 
be customized to suit the needs of the application area, as 
is done in the paper [12]. 

InfluxDB [13] is an open-source time series database 
that provides storage of automatic measurements of 
Ruuvitag parameters, including the results of calculations 
as well as assigning a timestamp to each measurement. 

Grafana is a program that can be used to easily create 
graphical control screens [14]. Grafana is an open-source 

and free program. Grafana is designed for use with time 
series databases and it supports many different time series 
databases, such as InfluxDB. Grafana was originally made 
for monitoring data centers, but its use has spread to other 
industries. 

B. Related studies 

There are several studies on mobile robots [15][16]. 
Several studies also exist to deploy mobile robots for 
environmental sensing both indoor and outdoor. Here are 
some of them briefly outlined. However, a few studies 
focus on the research area from an open-source 
perspective.  

The study [17] demonstrated the mobile platform in a 
laboratory experiment of measuring air-change 
effectiveness. By comparing the measurements from the 
mobile platform and those from a standard dense sensor 
network, they showed that the automated mobile sensing 
approach was able to determine the air-change 
effectiveness with high spatial granularity and accuracy. 
The paper [18] presets a study where three prototype 
robots were used to monitor pollution.  The robots were 
capable to autonomously navigate in real urban 
environments. Different kinds of sensors were integrated 
into these robots for environmental sensing. Because the 
solution used sophisticated technology, it could not be 
considered a low-cost solution. 

The study [19] presents a robotics platform for 
performing environmental monitoring in data centers. 
They present a platform based on the Robot Operating 
System, in which a mobile robot is able to autonomously 
navigate in a data center room for executing 
measurements at different locations. They observed that 
the robot avoided fixed and dynamic obstacles 
successfully. The paper [20] proposes a robot for human 
rescue operation in an environment which is unsuitable for 
any human intervention. The robot is capable of 
autonomous operation by being guided using sensors. The 
robot is mounted with sensors that help it navigate while 
operating autonomously. The Sensors also enables the 
robot to detect a human in need of rescue. The robot was 
designed for rescue operations by allowing a minimal 
threat to human life. 

III. IMPLEMENTATION 

Initially, the robotics solution was configured for a 
healthcare pilot. The pilot focused on an autonomous 
mobile robot that could assist nurses in their work. In this 
study, a modified version was made outlining a solution to 
various practical cases where a robot can operate when a 
human is not capable of those conditions, for example 
oxygen-free warehouses, hazard or hot/cold areas of the 
industry.  

The goal was to create a robotics solution with an 
autonomously operating mobile robot capable of utilizing 
IoT devices and sensors. The solution supports browser-
based implementation and the robot is remotely 
controllable. It is possible to connect different sensors to 
the unit, including temperature, humidity, motion or light 
sensors. The implementation follows open-source 
principles and the robotics solution utilizes software found 



on the official ROS website. The user interface is 
implemented according to the current web design trends 
by using HTML5, CSS and JavaScript.  

The robot platform used is the Turtlebot 2 mobile 
robot with Kinect Xbox 360 3D sensor. The mobile robot 
is controlled by a Raspberry Pi 3 Model B+ computer that 
has an open-source ROS operating system developed for 
robot control. The mobile robot operates in a wireless 
network, moves autonomously within a defined area, and 
can be tracked and controlled remotely. The robotics 
solution is also capable of utilizing the information 
transmitted by IoT devices and sensors. The user interface 
is designed to work in a web browser and can be accessed 
also from a touch screen mounted on the robot. 
Information content can be displayed in the user interface. 
RuuviTag is connected via Bluetooth to the Raspberry Pi 
and the collected data is transferred to the Influx database. 
The stored data can be visualized by the Grafana software. 
The Grafana software runs on a website, which is 
accessible to all devices of the same wireless LAN on a 
browser basis.  

When configurating the robotic solution, a base map 
must first be created for the area. The map is created by 
using the RViz (ROS Visualization) software that uses the 
robot's sensor data to visualize the area. With the RViz 
software the user can monitor the robot's movements on 
the map in real time. By combining this with the live 
image produced by the camera, the new area can be 
mapped entirely from a remote device via a wireless 
network. Because the RViz software is constantly 
updating the map image, one option was to use the 
program on a VNC (Virtual Network Computing) 
connection.  

ROS consists of processes represented by nodes that 
are programs that communicate with each other. The 
program can send or receive messages belonging to a 
specific topic. ROS is designed to be modular and the 
robot control system consists of several nodes, each with 
its own function. For example, one node controls the 
electric motor and another node controls the route.  

There are many different example programs available 
for Turtlebot2 that can be used as explained above. The 
example programs can be seen in Mark Silliman’s 
Turtlebot2 github-page [21. The example programs are 
not always ready for specified needs. Therefore, the code 
must be modified. This robotics solution uses modified 
version of the follow the_route.py program. In our 
solution, each defined point on the map must be capable 
of performing a specific function. Therefore, the arrival of 
the robot at the spesific point of the map must be 
detectable by the program code. For this purpose, we 
created a program that sends a unique message with its 
own topic when the robot reaches the map point. To listen 
to these messages, a separate Python program was created. 
This program executes the actions defined by the code 
when the program detects the message associated with the 
map point. Figure 1 shows the files and programs 
associated with the customized follow_the_route.py 
program.  

 

Figure 1.   The program files of the implementation 

 

Follow_the_route.py controls the robot in the desired 
area delimited by predefined map points. The route.yaml 
file contains the x and y coordinates of predefined points.  

In the original follow_the_route.py program, the robot 
took a picture at each point, but it was modified for this 
implementation to send a unique message. This will keep 
track of the points that have been written in the log file 
and, at the same time, use the message_reader.py program 
to launch new programs at each point as needed.  

At the same time, the RuuviTag sensor sends 
temperature and other data to the database that is read 
actively by db reader.py. If a predetermined value of the 
RuuviTag sensor is exceeded in the database, the 
db_reader.py program will send a message such as "Alert, 
temperature 44."  

Message_reader.py also reads messages continuously. 
If the message contains "Alert," the program starts the 
stop_turtle.py program that stops the robot. In addition, 
the alert_and_take_photo.py program is launched. The 
program sends an alert to the user interface and takes a 
picture of the place.  

Because almost every mobile device has a web 
browser, it was decided to implement a web user interface. 
The user interface and its development do not require 
installation of separate development environments. 
Because the ROS operating system does not support the 
web browser based communication model, the browser is 
not capable of communicating with the ROS operating 
system. A rosbridge interface has been developed to 
enable communication between the ROS operating system 
and web applications. Figure 2 shows a typical web 
application that uses rosbridge.  



 

Figure 2.   The rosbridge interface between the ROS operating 
system and web applications 

 

There is a 3rd party Javascript library known as ros.js 
that has been developed to help creating web applications. 
The library is designed to integrate seamlessly with the 
ROS web application. Although it is versatile and 
extensive, ros.js can be used with a very simple code.  

Figure 3 shows the complete layout of the user 
interface in the browser window. This view acts as the 
front page of the user interface. It displays temperature, 
humidity, barometric pressure, and acceleration data as 
measured by the RuuviTag sensor. With browser-based 
implementation, the same action logic can be utilized both 
locally on the touch screen of the robot and in the 
interfaces of remote devices. 

 

Figure 3.   The layout of the user interface 

IV. RESULTS AND DISCUSSION 

The robot created a sufficiently accurate map of the 
area, but the mapping could not detect all the obstacles in 
the area to be mapped. When creating the map, it was 
found that the robot detects thin obstacles poorly. Such 
objects should either be marked on the map manually or 
removed from the environment. However, the objects that 
are manually marked on the map can cause problems 
because the robot may not be able to locate itself if it 
cannot find the object shown on the map. In addition, the 
sensor could not detect very low obstacles. These results 
are consistent with the findings of other studies and our 
previous research findings. 

When environmental measurements were taken, the 
robot was able to locate and find the desired measurement 
points with sufficient accuracy. This was facilitated by the 
limited size of the area used for piloting, which was about 
20X20 meters. A good enough map from a small space 
can be created with a reasonable amount of work 
compared to a large space. In addition, errors due to 
odometry do not become a big problem in a map made of 
a small space. The area contained a sufficient number of 
detectable obstacles to ensure reliable testing. 

The used mobile robot Turtlebot 2 is inexpensive and 
well suited for testing. Because it is intended only for 
indoor use and flat floor surfaces, demanding conditions 
require a more robust and expensive physical robot 
implementation than the one used in this study. However, 
the pilot project showed that the low-cost robot can also 
provide advanced functions with the help of ROS and 
sophisticated software components. 

It was also found that the processing power of the 
Raspberry Pi 3 computer is very limited. Its graphics 
processing unit (GPU) will not be suitable if there is a lot 
of graphics content to take care of. An example if there are 
a lot of obstacles that need to be identified from the video 
or image. Much better results can be produced using a 
variety of low-cost computers such as the NVIDIA Jetson 
Nano or Jetson Xavier NX. These computers include the 
more efficient GPU needed for video and image 
processing. More processing power will enable the use of 
neural networks in the future studies. 

The sensor used in the pilot project was cheap and 
easy to deploy. However, the sensor was able to measure 
the environmental parameters with sufficient accuracy. In 
addition, the sensor can be customized to better fit the 
needs of the application area because its implementation is 
based on the open-source approach. The Bluetooth data 
connection offered by the sensor met the requirements of 
the application, because the mapped area was compact. 

V. CONCLUSIONS 

The main objective of this study was to provide a low 
cost and flexible solution for environmental sensing. The 
study introduced the low-cost environmental sensing 
solution based on a mobile robot and open-source 
components. We implemented a pilot project to ensure 
that the proposed solution met our design target. The pilot 
project showed that it is possible to create mobile 
solutions for environmental sensing using open source 



components, but the development project requires a 
reasonably large amount of work.  
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